CSS

CSS is the language we use to style an HTML document.

CSS describes how HTML elements should be displayed.

CSS is the language we use to style a Web page.

## **What is CSS?**

* CSS stands for Cascading Style Sheets
* CSS describes how HTML elements are to be displayed on screen, paper, or in other media
* CSS saves a lot of work. It can control the layout of multiple web pages all at once
* External stylesheets are stored in CSS files

## **Why Use CSS?**

CSS is used to define styles for your web pages, including the design, layout and variations in display for different devices and screen sizes.

HTML: What to Display

CSS: How to Display

<!DOCTYPE html>

<html>

<head>

<style>

body {

background-color: lightblue;

}

h1 {

color: white;

text-align: center;

}

p {

font-family: verdana;

font-size: 20px;

}

</style>

</head>

<body>

<h1>My First CSS Example</h1>

<p>This is a paragraph.</p>

</body>

</html>

Css describe how HTML elements are to be displayed on screen,paper or in other media

## **CSS Saves a Lot of Work!**

The style definitions are normally saved in external .css files.

With an external stylesheet file, you can change the look of an entire website by changing just one file!

# CSS Syntax

A CSS rule consists of a selector and a declaration block.

## **CSS Syntax**
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The selector points to the HTML element you want to style.

The declaration block contains one or more declarations separated by semicolons.

Each declaration includes a CSS property name and a value, separated by a colon.

Multiple CSS declarations are separated with semicolons, and declaration blocks are surrounded by curly braces.

For example

<!DOCTYPE html>

<html>

<head>

<style>

p {

color: red;

text-align: center;

}

</style>

</head>

<body>

<p>Hello World!</p>

<p>These paragraphs are styled with CSS.</p>

</body>

</html>

#### Example Explained

* p is a selector in CSS (it points to the HTML element you want to style: <p>).
* color is a property, and red is the property value
* text-align is a property, and center is the property value

# How to Add CSS

When a browser reads a style sheet, it will format the HTML document according to the information in the style sheet.

## **Three Ways to Insert CSS**

There are three ways of inserting a style sheet:

* External CSS
* Internal CSS
* Inline CSS

## **External CSS**

With an external style sheet, you can change the look of an entire website by changing just one file!

Each HTML page must include a reference to the external style sheet file inside the <link> element, inside the head section.

### Example

External styles are defined within the <link> element, inside the <head> section of an HTML page:

### Example

External styles are defined within the <link> element, inside the <head> section of an HTML page:

<!DOCTYPE html>  
<html>  
<head>  
<link rel="stylesheet" href="mystyle.css">  
</head>  
<body>  
  
<h1>This is a heading</h1>  
<p>This is a paragraph.</p>  
  
</body>  
</html>

An external style sheet can be written in any text editor, and must be saved with a .css extension.

The external .css file should not contain any HTML tags.

Here is how the "mystyle.css" file looks:

### "mystyle.css"

body {  
  background-color: lightblue;  
}  
  
h1 {  
  color: navy;  
}

**Note:** Do not add a space between the property value and the unit:  
Incorrect (space): margin-left: 20 px;  
Correct (nospace): margin-left: 20px;

We can add as many style sheets as we can, Last css may get maximum priority

## **Internal CSS**

An internal style sheet may be used if one single HTML page has a unique style.

The internal style is defined inside the <style> element, inside the head section.

### Example

Internal styles are defined within the <style> element, inside the <head> section of an HTML page:

<!DOCTYPE html>  
<html>  
<head>  
<style>  
body {  
  background-color: linen;  
}  
  
h1 {  
  color: maroon;  
}  
</style>  
</head>  
<body>  
  
<h1>This is a heading</h1>  
<p>This is a paragraph.</p>  
  
</body>  
</html>

## **Inline CSS**

An inline style may be used to apply a unique style for a single element.

To use inline styles, add the style attribute to the relevant element. The style attribute can contain any CSS property.

### Example

Inline styles are defined within the "style" attribute of the relevant element:

<!DOCTYPE html>  
<html>  
<body>  
  
<h1 style="color:blue;text-align:center;">This is a heading</h1>  
<p style="color:red;">This is a paragraph.</p>  
  
</body>  
</html>

# CSS Selectors

A CSS selector selects the HTML element(s) you want to style.

## **Universal Selector**

\***{}**

The \* selector selects all elements.

**Html page**

<!DOCTYPE html>

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title>Document</title>

    <link rel="stylesheet" href="style.css" />

</head>

<body>

<h1>This is the heading</h1>

<p>This is simple and normal paragraph</p>

<button>Click Me!</button>

</body>

</html>

**Style.css**

**\*{**

**color:blue;**

**}**

It will set all the element foreground color to blue

# What is the difference between \* and body tag in css

body is an element selector (selects an element body) while \* is a universal selector (selects all elements). The body selector has higher priority, but the \* selector applies more broadly

\* - Is called universal selector - Selects everything - every element in the document - Can come in handy while applying a common style to every element. body - selects only the body element

**Html file**

<!DOCTYPE html>

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title>Document</title>

    <link rel="stylesheet" href="style.css" />

</head>

<body>

This is inside the body tag

<h1>This is the heading</h1>

<p>This is simple and normal paragraph</p>

<button>Click Me!</button>

</body>

</html>

**Style.css**

\*{

    color:blue;

}

body{

    color:green;

}

## **The CSS element Selector**

The element selector selects HTML elements based on the element name.

### Example

Here, all <p> elements on the page will be center-aligned, with a red text color:

p {  
  text-align: center;  
  color: red;  
}

Example

Html page

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

</head>

<body>

    <p>Paragraph 1</p>

    <p>Paragraph 2</p>

    <p>Paragraph 3</p>

    <p>Paragraph 4</p>

    <p>Paragraph 5</p>

</body>

</html>

Mystyle.css

p{

  color:red;

}

We can use multiple selector at same time

   <head>

        <title>Document</title>

        <link rel="stylesheet" type="text/css" href="style.css"/>

    </head>

    <body>

        <h1>Heading</h1>

        <p>Paragraph 1</p>

        <p>Paragraph 2</p>

        <p>Paragraph 3</p>

        <p>Paragraph 4</p>

        <p>Paragraph 5</p>

    </body>

style.css

p,h1{

    color:blue;

}

## **The CSS id Selector**

The id selector uses the id attribute of an HTML element to select a specific element.

The id of an element is unique within a page, so the id selector is used to select one unique element!

To select an element with a specific id, 27 a hash (#) character, followed by the id of the element.

### Example

The CSS rule below will be applied to the HTML element with id="para1":

#para1 {  
  text-align: center;  
  color: red;  
}

<!DOCTYPE html>

<html>

<head>

<style>

#para1 {

text-align: center;

color: red;

}

</style>

</head>

<body>

<p id="para1">Hello World!</p>

<p>This paragraph is not affected by the style.</p>

</body>

</html>

**Note:** An id name cannot start with a number!

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

</head>

<body>

    <p>Paragraph 1</p>

    <p>Paragraph 2</p>

    <p id="p3">Paragraph 3</p>

    <p>Paragraph 4</p>

    <p>Paragraph 5</p>

</body>

</html>

Mystyle.css

p{

  color:red;

}

#p3{

  color:blue;

}

## **The CSS class Selector**

The class selector selects HTML elements with a specific class attribute.

To select elements with a specific class, write a period (.) character, followed by the class name.

### Example

In this example all HTML elements with class="center" will be red and center-aligned:

.center {  
  text-align: center;  
  color: red;  
}

**Example**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

</head>

<body>

    <h1 class="green-text">Heading</h1>

    <p>Paragraph 1</p>

    <p class="green-text">Paragraph 2</p>

    <p id="p3">Paragraph 3</p>

    <p>Paragraph 4</p>

    <p class="green-text">Paragraph 5</p>

</body>

</html>

Mystyle.css

p{

  color:red;

}

#p3{

  color:blue;

}

.green-text{

  color:green;

}

**We can use id and css selector at same time**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

</head>

<body>

    <h1 id="h" class="green-text">Heading</h1>

    <p>Paragraph 1</p>

    <p class="green-text">Paragraph 2</p>

    <p id="p3">Paragraph 3</p>

    <p>Paragraph 4</p>

    <p class="green-text">Paragraph 5</p>

</body>

</html>

**Mystyle.css**

p{

  color:red;

}

#p3{

  color:blue;

}

.green-text{

  color:green;

}

#h{

  font-size:50px;

}

**We can use more than one class in Html file**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

</head>

<body>

    <h1 id="h" class="green-text underline-h">Heading</h1>

    <p>Paragraph 1</p>

    <p class="green-text">Paragraph 2</p>

    <p id="p3">Paragraph 3</p>

    <p>Paragraph 4</p>

    <p class="green-text">Paragraph 5</p>

</body>

</html>

**Mystyle.css**

p{

  color:red;

}

#p3{

  color:blue;

}

.green-text{

  color:green;

}

#h{

  font-size:50px;

}

.underline-h{

  text-decoration: underline;

}

**An element having all four selector element,class and id and all the selector point to color , then priority order will be**

* **Id**
* **Class**
* **Element**
* **Universal**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

</head>

<body>

    <h1 id="h" class="green-text">Heading</h1>

    <p>Paragraph 1</p>

    <p class="green-text">Paragraph 2</p>

    <p>Paragraph 3</p>

    <p>Paragraph 4</p>

    <p class="green-text">Paragraph 5</p>

</body>

</html>

**Mystyle.css**

h1{

  color:red;

}

.green-text{

  color:green;

}

#h{

 color:blue;

}

**If we use same selector then order will matter**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

</head>

<body>

    <h1 id="h" class="green-text">Heading</h1>

    <p>Paragraph 1</p>

    <p class="green-text">Paragraph 2</p>

    <p>Paragraph 3</p>

    <p>Paragraph 4</p>

    <p class="green-text">Paragraph 5</p>

</body>

</html>

**Mystyle.css**

h1{

  color:red;

}

.green-text{

  color:green;

}

#h{

 color:blue;

}

#h{

  color:yellow;

 }

**Now heading will print in yellow colour not in blue colour.**

# CSS Comments

CSS comments are not displayed in the browser, but they can help document your source code.

## **CSS Comments**

Comments are used to explain the code, and may help when you edit the source code at a later date.

Comments are ignored by browsers.

A CSS comment is placed inside the <style> element, and starts with /\* and ends with \*/:

/\* This is a single-line comment \*/  
p {  
  color: red;  
}

You can add comments wherever you want in the code:

### Example

p {  
  color: red;  /\* Set text color to red \*/  
}

Comments can also span multiple lines:

### Example

/\* This is  
a multi-line  
comment \*/  
  
p {  
  color: red;  
}

## **HTML and CSS Comments**

From the HTML ,we learned that we can add comments to your HTML source by using the <!--...--> syntax.

In the following example, we use a combination of HTML and CSS comments:

### Example

<!DOCTYPE html>  
<html>  
<head>  
<style>  
p {  
  color: red; /\* Set text color to red \*/  
}  
</style>  
</head>  
<body>  
  
<h2>My Heading</h2>  
  
<!-- These paragraphs will be red -->  
<p>Hello World!</p>  
<p>This paragraph is styled with CSS.</p>  
<p>CSS comments are not shown in the output.</p>  
  
</body>  
</html>

# Colors in CSS

In CSS Colors can be specified using

* Predefined color names
* **RGB**
* **HEX**
* HSL
* HSLA
* RGBA

Predefined Color Names

* Modern browser support 140 named colors

(Name of these color can be find on below link)

Go to google and type color picker

For color palette visit site

https://colorhunt.co/

# CSS RGB Colors

* rgb(red,green,blue)
* Color value between 0 and 255
* Black:rgb(0,0,0)
* White:rgb(255,255,255)
* Red:rgb(255,0,0)
* Green:rgb(0,255,0)
* Blue: rgb(0,0,2555)
* In CSS, a color can be specified as an RGB value, using this formula:
* Each parameter (red, green, and blue) defines the intensity of the color between 0 and 255.
* For example, rgb(255, 0, 0) is displayed as red, because red is set to its highest value (255) and the others are set to 0.
* To display black, set all color parameters to 0, like this: rgb(0, 0, 0).
* To display white, set all color parameters to 255, like this: rgb(255, 255, 255).

<!DOCTYPE html>

<html>

<body>

<h1>Specify colors using RGB values</h1>

<h2 style="background-color:rgb(255, 0, 0);">rgb(255, 0, 0)</h2>

<h2 style="background-color:rgb(0, 0, 255);">rgb(0, 0, 255)</h2>

<h2 style="background-color:rgb(60, 179, 113);">rgb(60, 179, 113)</h2>

<h2 style="background-color:rgb(238, 130, 238);">rgb(238, 130, 238)</h2>

<h2 style="background-color:rgb(255, 165, 0);">rgb(255, 165, 0)</h2>

<h2 style="background-color:rgb(106, 90, 205);">rgb(106, 90, 205)</h2>

</body>

</html>

# CSS HEX Colors

A hexadecimal color is specified with: #RRGGBB, where the RR (red), GG (green) and BB (blue) hexadecimal integers specify the components of the color.

## **HEX Value**

In CSS, a color can be specified using a hexadecimal value in the form:

**#rrggbb**

Where rr (red), gg (green) and bb (blue) are hexadecimal values between 00 and ff (same as decimal 0-255).

For example, #ff0000 is displayed as red, because red is set to its highest value (ff) and the others are set to the lowest value (00).

To display black, set all values to 00, like this: #000000.

To display white, set all values to ff, like this: #ffffff.

**It is similar to rgb where 0-255 are there value but in HEXCode the value is given between 00 and ff**

<!DOCTYPE html>

<html>

<body>

<h1>Specify colors using HEX values</h1>

<h2 style="background-color:#ff0000;">#ff0000</h2>

<h2 style="background-color:#0000ff;">#0000ff</h2>

<h2 style="background-color:#3cb371;">#3cb371</h2>

<h2 style="background-color:#ee82ee;">#ee82ee</h2>

<h2 style="background-color:#ffa500;">#ffa500</h2>

<h2 style="background-color:#6a5acd;">#6a5acd</h2>

</body>

</html>

## **RGBA Value**

Rgba(reg,green,blue,alpha)

Alpha parameter is a number between 0.0 (fully transparent) and 1.0

Rgb(255,99,71,0.5)

RGBA color values are an extension of RGB color values with an alpha channel - which specifies the opacity for a color.

An RGBA color value is specified with:

**rgba(*red,* *green*, *blue, alpha*)**

The alpha parameter is a number between 0.0 (fully transparent) and 1.0 (not transparent at all):

Example:

<!DOCTYPE html>

<html>

<body>

<h1>Make transparent colors with RGBA</h1>

<h2 style="background-color:rgba(255, 99, 71, 0);">rgba(255, 99, 71, 0)</h2>

<h2 style="background-color:rgba(255, 99, 71, 0.2);">rgba(255, 99, 71, 0.2)</h2>

<h2 style="background-color:rgba(255, 99, 71, 0.4);">rgba(255, 99, 71, 0.4)</h2>

<h2 style="background-color:rgba(255, 99, 71, 0.6);">rgba(255, 99, 71, 0.6)</h2>

<h2 style="background-color:rgba(255, 99, 71, 0.8);">rgba(255, 99, 71, 0.8)</h2>

<h2 style="background-color:rgba(255, 99, 71, 1);">rgba(255, 99, 71, 1)</h2>

</body>

</html>

# 

**HSL**

* **Hsl(hue,saturation,lightness)**
* **Hue,saturation and lightness(HSL)**
* **Hue is a degree on the color wheel from 0 to 360. 0 is red,120 is green and 240 is blue**
* **Saturation is a percentage value,0% means a shade of gray and 100% is the full color.**
* **Lightness is also a percentage , 0% is black , 50% is neither light or dark ,100% is white**
* **RED: hsl(0,100%,50%)**

### Example

<!DOCTYPE html>

<html>

<body>

<h1>Specify colors using HSL values</h1>

<h2 style="background-color:hsl(0, 100%, 50%);">hsl(0, 100%, 50%)</h2>

<h2 style="background-color:hsl(240, 100%, 50%);">hsl(240, 100%, 50%)</h2>

<h2 style="background-color:hsl(147, 50%, 47%);">hsl(147, 50%, 47%)</h2>

<h2 style="background-color:hsl(300, 76%, 72%);">hsl(300, 76%, 72%)</h2>

<h2 style="background-color:hsl(39, 100%, 50%);">hsl(39, 100%, 50%)</h2>

<h2 style="background-color:hsl(248, 53%, 58%);">hsl(248, 53%, 58%)</h2>

</body>

</html>

### Saturation

Saturation can be described as the intensity of a color.

100% is pure color, no shades of gray.

50% is 50% gray, but you can still see the color.

0% is completely gray; you can no longer see the color.

### Example

<!DOCTYPE html>

<html>

<body>

<h1>HSL Saturation</h1>

<p>The second parameter of hsl() defines the saturation. Less saturation mean less color. 0% is completely gray:</p>

<h2 style="background-color:hsl(0, 100%, 50%);">hsl(0, 100%, 50%)</h2>

<h2 style="background-color:hsl(0, 80%, 50%);">hsl(0, 80%, 50%)</h2>

<h2 style="background-color:hsl(0, 60%, 50%);">hsl(0, 60%, 50%)</h2>

<h2 style="background-color:hsl(0, 40%, 50%);">hsl(0, 40%, 50%)</h2>

<h2 style="background-color:hsl(0, 20%, 50%);">hsl(0, 20%, 50%)</h2>

<h2 style="background-color:hsl(0, 0%, 50%);">hsl(0, 0%, 50%)</h2>

</body>

</html>

### Lightness

The lightness of a color can be described as how much light you want to give the color, where 0% means no light (black), 50% means 50% light (neither dark nor light) and 100% means full lightness (white).

<!DOCTYPE html>

<html>

<body>

<h1>HSL Lightness</h1>

<p>The third parameter of hsl() defines the lightness. 0% means black, and 100% means white:</p>

<h2 style="background-color:hsl(0, 100%, 0%);">hsl(0, 100%, 0%)</h2>

<h2 style="background-color:hsl(0, 100%, 25%);">hsl(0, 100%, 25%)</h2>

<h2 style="background-color:hsl(0, 100%, 50%);">hsl(0, 100%, 50%)</h2>

<h2 style="background-color:hsl(0, 100%, 75%);">hsl(0, 100%, 75%)</h2>

<h2 style="background-color:hsl(0, 100%, 90%);">hsl(0, 100%, 90%)</h2>

<h2 style="background-color:hsl(0, 100%, 100%);">hsl(0, 100%, 100%)</h2>

</body>

</html>

HSLA

* Hsla(hue,saturation,lightness,alpha)
* Alpha parameter is number between 0.0 (fully transparent) and 1.0 (not transparent at all)

<!DOCTYPE html>

<html>

<head>

<style>

#p1 {background-color:hsla(120,100%,50%,0.3);}

#p2 {background-color:hsla(120,100%,75%,0.3);}

#p3 {background-color:hsla(120,100%,25%,0.3);}

#p4 {background-color:hsla(120,60%,70%,0.3);}

#p5 {background-color:hsla(290,100%,50%,0.3);}

#p6 {background-color:hsla(290,60%,70%,0.3);}

</style>

</head>

<body>

<h1>The hsla() Function</h1>

<p>HSL colors with opacity:</p>

<p id="p1">Green</p>

<p id="p2">Light green</p>

<p id="p3">Dark green</p>

<p id="p4">Pastel green</p>

<p id="p5">Violet</p>

<p id="p6">Pastel violet</p>

</body>

</html>

**Practice Set**

1. Create a simple div with an id "box" . Add some text content inside the div .

Set its background color to blue and foreground color to white

2. Create 3 heading with h1,h2,h3 Give them all a class "heading" & set color

of "heading" & set color of "heading" to red , also use element selector

3. Create a button & set its background color to :

green using external stylesheet

blue using <style> tag

pink using inline style

**Text Properties**

text-align

text-align: left/right/center

It change alignment according to our parent tag for example

html page

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title>Document</title>

    <link rel="stylesheet" href="style.css" />

</head>

<body>

<h1>Heading</h1>

<p>Lorem ipsum dolor, sit amet consectetur adipisicing elit. Eaque voluptatum rerum aspernatur. Pariatur odio libero tenetur! Illo, quidem? Tenetur architecto minima labore molestiae, atque id quasi quam dolorem qui consectetur. Lorem ipsum dolor sit amet consectetur adipisicing elit. Distinctio labore, molestias sapiente repudiandae, sequi nam nulla illum animi sed in quae odio quasi atque. Tempora voluptatem repellendus mollitia eaque officia.

Quas laboriosam maiores veniam et vitae, fugit non suscipit itaque natus asperiores sequi quibusdam! Impedit perspiciatis nemo voluptates accusamus ut nisi illum, tempore temporibus, vero deleniti quaerat, possimus labore numquam.

Officiis accusamus ratione velit eos ex at. Quibusdam illo in deserunt hic quia laborum iure quis id magni nulla tempora excepturi debitis reiciendis, aliquam officiis ea doloribus nemo corporis accusantium.

Cumque ducimus nobis dolores quo rerum assumenda deleniti neque velit officia distinctio ipsam rem modi quod unde ut laboriosam inventore tempore dolorum, numquam asperiores esse animi! Exercitationem iste quidem recusandae?

Maxime nulla fugit ut neque at provident aspernatur vitae, quas facere. Molestias eveniet velit a sapiente necessitatibus ex porro labore, exercitationem quaerat dolor? Delectus voluptatum accusamus sit perferendis sequi nesciunt.

Repellendus impedit officia fugit consequatur perferendis ipsum tempore. Quasi voluptates asperiores pariatur harum ut repellendus tempore esse suscipit quia molestiae. Ad minima ab ullam optio expedita asperiores non qui recusandae.

Enim voluptas consectetur, veniam minus assumenda architecto commodi eligendi voluptatum quas impedit repudiandae amet, modi molestiae nostrum corrupti dolorem! Hic voluptatum molestiae aut, optio commodi esse quibusdam illum totam dolor.

Veniam soluta tempora excepturi ducimus ratione cumque repudiandae, nobis voluptates, eos quaerat, error ipsa velit consequuntur ex hic aliquid pariatur laborum delectus harum. Nam inventore soluta in. Numquam, deleniti eos.

Cupiditate similique doloribus iure exercitationem in vero corporis ipsum ab veritatis minus inventore neque cumque quaerat eius sapiente facilis quo accusantium, quae laborum saepe tenetur nisi laboriosam ullam expedita! Earum!

Aliquid numquam, praesentium expedita soluta iste repudiandae modi mollitia dolorem. Perspiciatis laudantium odio voluptas

tenetur nemo deleniti deserunt omnis? Perspiciatis sed facilis autem labore dolor excepturi ea. Harum, iusto asperiores?</p>

</body>

</html>

Style.css

p{

    text-align:right;

}

h1{

    text-align:center

}

Here <h1> (child)is inside the <body> (parent) tag. So text align according to its parent tag i.e. according to body

We can change property to left and center also.

There are two new values in CSS3 as well, start and end. These values make multiple language support easier For example, English is a left-to-right (ltr) language and Arabic is a right-to-left (rtl) language. Using “right” and “left” for values is too rigid and doesn’t adapt as the direction changes. These new values do adapt:

* start – Same as “left” in ltr, same as “right” in rtl.
* end – Same as “right” in ltr, same as “left” in rtl.

![](data:image/png;base64,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)

# text-decoration

The text-decoration property specifies the decoration added to text

text-decoration:underline/overline/line-through or none

**text-decoration-style**

The text-decoration-style property sets the style of the underline on links and the underline, overline, or line-through on any text with text-decoration applied.

### Values

* solid: the default. Decoration is a single solid line.
* double: Decoration is a pair of solid lines.
* dotted: Decoration is a dotted line.
* dashed: Decoration is a dashed line.
* wavy: Decoration is a wavy line.

### text-decoration as a Shorthand Property

text-decoration can be used in combination with text-decoration-style and text-decoration-color as a shorthand property:

h1 {

text-decoration-line: underline;

text-decoration-style: wavy;

text-decoration-color: red;

/\* can be shortened to \*/

text-decoration: underline wavy red;

}

**Html Page**

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title>Document</title>

    <link rel="stylesheet" href="style.css" />

</head>

<body>

<h1>Heading</h1>

<p>Lorem ipsum dolor sit amet consectetur adipisicing elit. Autem, reprehenderit!</p>

<br/>

<br/>

<a href="https://www.google.com/">Click Me</a>

</body>

</html>

**Style.css**

    p{

        text-align:center;

    }

    h1{

        text-align:center;

       /\* text-decoration: underline; \*/

       /\* text-decoration: overline; \*/

       /\* text-decoration:line-through; \*/

       /\* text-decoration: red underline; \*/

       /\* text-decoration: red wavy underline; \*/

       /\* can be break into two lines:; \*/

       /\* text-decoration-line: underline;

       text-decoration-color: red;

       text-decoration-style:wavy; \*/

        text-decoration: underline wavy red;

    }

    a{

        text-decoration: none;

    }

**Text Properties**

**font-weight**

The font-weight property sets how thick or thin characters in text should be displayed.

**font-weight:**normal/bold/bolder/lighter

**font-weight:**100-900

(lightest shade value is 100 and darkest shade value is 900 and bold is set to value 700 )

**Html file**

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title>Document</title>

    <link rel="stylesheet" href="style.css" />

</head>

<body>

<h1 id="h1">Heading 1</h1>

<h1 id="h2">Heading 2</h1>

<h1 id="h3">Heading 3</h1>

<h1 id="h4">Heading 4</h1>

<p>Lorem ipsum dolor sit amet consectetur adipisicing elit. Autem, reprehenderit!</p>

<br/>

<br/>

<a href="https://www.google.com/">Click Me</a>

</body>

</html>

**Style.css**

    p{

        text-align:center;

    }

    #h1{

        /\* font-weight: normal; \*/

        font-weight:100;

    }

    #h2{

        /\* by default heading are bold \*/

        /\* font-weight: bold; \*/

        font-weight:250;

    }

    #h3{

        /\* font-weight: lighter; \*/

        /\* font-weight:400; \*/

        font-weight:700;

    }

    #h4{

        /\* font-weight: lighter; \*/

        font-weight:900;

    }

    a{

        text-decoration:none;

    }

# Font Family

CSS font-family property is used to set the font face of the text on the webpage

For example

h1 {

font-family: Courier, monospace;

}

***Now inspect the page select the element to check the font of the element***

Html file

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title>Document</title>

    <link rel="stylesheet" href="style.css" />

</head>

<body>

<h1 id="h1">Heading 1</h1>

<p id="paraone">Lorem ipsum dolor sit amet consectetur adipisicing elit. Autem, reprehenderit! Lorem ipsum dolor sit, amet consectetur adipisicing elit. Iusto eaque eveniet quasi corporis veritatis eius rem ab vel. Esse, ipsum atque nihil reiciendis quidem assumenda quos! Totam praesentium aspernatur enim!

Enim minus necessitatibus rem illo repellat praesentium quibusdam aliquid, nesciunt molestias pariatur nam odio laudantium, error blanditiis! Quo praesentium, autem consequuntur alias voluptates ullam sunt magni qui! Voluptatem, autem impedit.

At doloremque quaerat perferendis blanditiis, dolor ducimus voluptatem, ratione optio aperiam, nesciunt tempora corporis animi vero accusamus placeat ipsum eaque quae delectus eius reprehenderit dicta! Vel ad libero error perferendis?

Exercitationem minus tempora nostrum aperiam consectetur sunt vitae ad voluptatum, autem possimus fugiat error, eius, ipsa iste ipsam. Accusamus quam molestiae laboriosam perspiciatis dolore? Placeat illo alias id sunt hic?

Voluptatum recusandae maxime iste excepturi perferendis quam sit odit modi optio at numquam, nobis dolore magnam blanditiis exercitationem necessitatibus soluta non commodi quasi dolores impedit laudantium quo eaque. Vitae, a.

N</p>

<a href="https://www.google.com/">Click Me</a>

<p id="paratwo">Lorem ipsum dolor sit amet consectetur adipisicing elit. Exercitationem aut ut impedit, dolores vero molestiae eligendi officiis quisquam dignissimos odit mollitia repudiandae, est, commodi voluptatibus. Ex ut commodi eaque illo.

Accusamus doloremque dolorem facilis possimus tempore? Amet sit illum repellendus reprehenderit incidunt facilis delectus, commodi, itaque porro distinctio facere, pariatur aspernatur vero. Quisquam repellendus beatae error! Veniam molestiae doloremque rerum.

Saepe doloremque inventore corrupti harum. Eaque facere rem tempore facilis aut! Inventore et nam non officia sapiente accusamus natus molestias nisi quo quidem, deserunt commodi dicta recusandae? Temporibus, itaque fugit.

Modi corrupti quisquam dolorem repudiandae tempora voluptatum aliquam quia? Repellendus, nemo tempora iste veritatis possimus commodi odio excepturi voluptas minima cum quis quod obcaecati at, illo voluptatum sunt? Nobis, labore!

Id laborum necessitatibus iusto maiores alias impedit non recusandae a mollitia quia eligendi deserunt reiciendis veniam vero ipsum quos, ea error perspiciatis pariatur perferendis consequatur, quaerat quas atque eos? Sapiente.

</p>

</body>

</html>

Style.css

    p{

        text-align:center;

    }

    a{

        text-decoration:none;

    }

    #paraone{

        font-family:Arial;

    }

    #paratwo{

        /\* font-family:'Segoe UI'; \*/

        font-family:'Segoe UI', Tahoma, Geneva, Verdana, sans-serif;'

    }

**Units in CSS**

96px=1 inch(2.54 cm)

font-size:2px;

There are two types of units

Absolute

Relative

The absolute length units are fixed and a length expressed in any of these will appear as exactly that size.

Absolute length units are not recommended for use on screen, because screen sizes vary so much. However, they can be used if the output medium is known, such as for print layout.

|  |  |  |
| --- | --- | --- |
| **Unit** | **Name** | **Explanation** |
| **cm** | Centimeters | It is used to define the measurement in centimeters. |
| **mm** | Millimeters | It is used to define the measurement in millimeters. |
| **in** | Inches | It is used to define the measurement in inches. 1in = 96px = 2.54cm |
| **pt** | Points | It is used to define the measurement in points. 1pt = 1/72 of 1 inch. |
| **pc** | Picas | It is used to define the measurement in picas. 1pc = 12pt so, there 6 picas is equivalent to 1 inch. |
| **px** | Pixels | It is used to define the measurement in pixels. 1px = 1/96th of inch |

We are talking about pixel here let see one example:

**Html Page**

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <link rel="stylesheet" href="style.css" />

    <title>Demo Page</title>

</head>

<body>

    <p id="paraone">Para 1</p>

    <p id="paratwo">Para 2</p>

    <p id="parathree">Para 3</p>

  </body>

  </html>

**style.css**

 #paraone{

    font-size:25px;

 }

 #parathree{

    font-size:10px;

 }

**Text Properties**

**line-height**

It determine the height of the text (amount of space between the line)

line-height:2px

line-height:normal

html file

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <link rel="stylesheet" href="style.css" />

    <title>Demo Page</title>

</head>

<body>

    <p id="paraone">Lorem, ipsum dolor sit amet consectetur adipisicing elit. Atque, nulla labore assumenda nobis officiis fugiat quo facere dolore officia magnam ducimus, mollitia iusto accusantium. Est consequatur culpa provident incidunt explicabo.

    Praesentium corporis aliquid rem molestias quaerat quis facere excepturi? Itaque odio, ratione nisi qui delectus nihil architecto saepe optio eum sunt obcaecati. Laudantium est reprehenderit dolore distinctio provident? Ipsa, laboriosam?</p>

    <p id="paratwo">Para 2</p>

    <p id="parathree">Para 3</p>

  </body>

  </html>

# Style.css

 #paraone{

    font-size:25px;

    /\* line-height: 2px; It overlap all the lines \*/

    /\* line-height:20px; \*/

    /\* line-height:50px; \*/

    /\* line-height:normal ; it is the default property \*/

 }

 #parathree{

    font-size:10px;

 }

# text-transform

# This CSS property allows us to change the case of the text. It is used to control the text capitalization. This CSS property can be used to make the appearance of text in all-lowercase or all-uppercase or can convert the first character of each word to uppercase.

# text-transform: uppercase/lowercase/capitalize/none

**Practice Set 2**

Q1. Create a heading centered on the page with all of its text capitalized by default

Q2. Set the font family of all the content in the document to "Times New Roman"

Q3. Create one div inside another div. Set id & text "outer" for the first one &

"inner" for the second one. Set the outer div text size to 25px & inner div text size

to 10px

**Box Model**

When we inspect(right click browser and select inspec)t each component by hovering each content we visualize each content is a box

**Box Model in Css**

The CSS box model is a container that contains multiple properties including borders, margins, padding, and the content itself. It is used to create the design and layout of web pages. Each content in a web page has height and width and also some time space around the content which is known as padding ,boundary around the content is called border and space between the box is called margin

**Height**

By default,it sets the content area height of the element(by default height is equal to content)

div{

height:50px;

}

**Width**

By default,it sets the content area width of the element

div{

width:50px;

}

Height

Width

Border

Padding

Margin

To check the height and width of the div go to browser and inspect the code select the div it will show div height and width.

**Border**

Use to set an element's border

border-width:2px;

border-style:solid/dotted/dashed

border-color:black;

**Border Shorthand**

For example :

border:2px solid black; (first metioned width,style and color)

**html file**

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <link rel="stylesheet" href="style.css" />

    <title>Demo Page</title>

</head>

<body>

   <h1>Heading</h1>

   <p>Lorem ipsum dolor sit amet consectetur adipisicing elit. Soluta, necessitatibus.</p>

   <button>Click Me!</button>

   <div>this is a div.</div>

  </body>

  </html>

**Style.css**

div{

   height:100px;

   background-color:pink;

   width:100px;

   /\* border-width:2px;

   border-style:solid;

   border-color:brown;

   short hand prperty of  \*/

   border:2px solid brown;

   text-align:right;

}

/\* To show height and width of h1 go to browser select inspect

select the h1 element to see height and width of h1 \*/

h1{

   width:200px;

   height:50px;

   background-color:aquamarine;

   border-width:3px;

   border-style:dashed;

   border-color:black;

    text-align:center /\* heading will align according to its width i.e. 200px \*/

}

**Border Radius**

Used to round the corners of an element's outer border

border-radius:10px; (in pixel)

border-radius:50%; (in percentage)

Now create three div

# CSS Padding

**CSS Padding property** is used to define the space between the element content and the element border.

It is different from CSS margin in the way that CSS margin defines the space around elements. CSS padding is affected by the background colors

Top, bottom, left and right padding can be changed independently using separate properties. You can also change all properties at once by using shorthand padding property.

Content will never come in padding area

Whenever we inspect in the browser, blue is the content area

Padding shorthand properties interpret values in the same way:

Clock wise (Top right bottom left)

* One value: All four sides are set uniformly.
* Two values: The first value sets the top and bottom; the second value sets right and left.
* Three values: The first value sets the top; second value sets both the right and left sides; and the third value sets the bottom.
* Four values: Each value sets the top, right, bottom and left, respectively.

For example:

selector {

padding: AllSides;

}

selector {

padding: TopAndBottom RightAndLeft;

}

selector {

padding: Top RightAndLeft Bottom;

}

selector {

padding: Top Right Bottom Left;

}

**Margin**

Margin property is used to define the space around elements. It is completely transparent and doesn't have any background color.

Top, bottom, left and right margin can be changed independently using separate properties. We can also change all properties at once by using shorthand margin property.

Space between two boxes is called margin (area between two boxes border)

In inspect the organe color is considered to be margin area (vary from browser to browser)

## **Margin - Shorthand Property**

To shorten the code, it is possible to specify all the margin properties in one property.

The margin property is a shorthand property for the following individual margin properties:

* margin-top
* margin-right
* margin-bottom
* margin-left

So, here is how it works:

If the margin property has four values:

* **margin: 25px 50px 75px 100px;**
  + top margin is 25px
  + right margin is 50px
  + bottom margin is 75px
  + left margin is 100px

If the margin property has three values:

* **margin: 25px 50px 75px;**
  + top margin is 25px
  + right and left margins are 50px
  + bottom margin is 75px

If the margin property has two values:

* **margin: 25px 50px;**
  + top and bottom margins are 25px
  + right and left margins are 50px

If the margin property has one value:

* **margin: 25px;**
  + all four margins are 25px

**Html File**

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <link rel="stylesheet" href="style.css" />

    <title>Demo Page</title>

</head>

<body>

<!-- To add space between the div we use <br/> tab between the <div></div> -->

<div>div 1</div>

<br/>

<div>div 2</div>

<br/>

<div>div 3</div>

  </body>

  </html>

**Style.css**

div{

   height:100px;

   background-color:pink;

   width:100px;

   border:2px solid brown;

  /\* border-radius:5px;

    border-radius:5px;

   border-radius:15px;

   if we set border-radius:50% and have same height and witdh (square)

   then it will create a circle.

   border-radius:50%;\*/

  /\* padding-left:25px;

    To view the padding in browser select inspect and then select the element

   now the content area decrease blue is the content area

   padding-right:25px;

   padding-bottom:25px;

   padding-top:25px; \*/

   /\* Now apply shorthand property of padding \*/

   /\* padding:25px; \*/

   /\* padding:1px 2px 3px 4px; \*/

   /\* margin-top:50px; \*/

   /\* margin-bottom:50px; \*/

   margin:25px;

   padding:25px;

}

Before any big project developer set universal padding and margin to 0

**Practice Set 3**

Q1. Create a div with height and width of 100px. Set its background color to green

and the border radius to 50%

Q2. Create the following navbar

which have following link:

background color=#0F1111 (black)

foreground color white

amazon.in (25px text) foreground color of amazon.in is #f08804

(all are anchor tags link)

Account

My Cart

Contact Us

gap between each link is 200px

height of the navbar is 60px

after one textbox followed by button (button background color is #f08804 foreground color is white)

![](data:image/png;base64,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)

**Display Property**

The **Display property** in CSS defines how the components(div, hyperlink, heading, etc) are going to be placed on the web page. As the name suggests, this property is used to define the display of the different parts of a web page.

display:inline/block/inline-block/none

inline - Takes only the space required by the element. (no margin/padding)

block- Takes full space available in width.

inline-block Similar to inline but we can set margin we can set margin & padding.

none :- To remove element from document flow.

For example:

**Html File**

**Style.css**

div{

  background-color: pink;

  display:inline;

  /\* block element become inline \*/

}

button{

    display: block;

    /\* block level element become inline element \*/

}

**display:inline;**

When it comes to margins and padding, browsers treat inline elements differently. You can add space to the left and right on an inline element, but you cannot add height to the top or bottom padding or margin of an inline element.

The display:inline property treats an element as if it were a normal inline element such as <span>. For inline elements, horizontal padding and margins are respected, but the vertical margin and padding is discarded.

When want to element to be treated as inline(i.e. appear in the same line) but apply all the properties (margin,padding,height,width etc) make it inline-block

**Html file**

<!DOCTYPE html>

<html>

<head>

<link rel="stylesheet" href="style.css">

</head>

<body>

        <h1>Display</h1>

        <div style="background-color: blue;">Box 1</div>

        <div id="box2" style="background-color: green;">Box 2</div>

        <div style="background-color: red;">Box 3</div>

</body>

</html>

**Style.css**

div{

  width:200px;

  height:200px;

  margin: 25px;

padding: 25px;

/\* display:inline; \*/

/\* with this property width,height, and top and bottom margin

will not apply \*/

display:inline-block;

/\* When want to element to be treated as inline(i.e. appear in the same line)

but apply all the properties (margin,padding,height,width etc) make it

inline-block \*/

}

#box2{

    display:none;

}

## **RGBA Colors**

RGBA color values are an extension of RGB color values with an alpha channel - which specifies the opacity for a color.

An RGBA color value is specified with: rgba(red, green, blue, alpha). The alpha parameter is a number between 0.0 (fully transparent) and 1.0 (fully opaque)

color:rgba(255,0,0,0.5)

color:rgba(255,0,0,1)

With the help of alpha we can change brightness of the color

**Html file**

   <div id="box1">Box 1</div>

        <div id="box2">Box 2</div>

        <div id="box3">Box 3</div>

**Style.css**

div{

  width:200px;

  height:200px;

  margin: 25px;

padding: 25px;

display:inline-block;

}

#box1{

    background-color: rgba(0,0,255,0.25);

}

#box2{

    background-color: rgba(0,0,255,0.50);

}

#box3{

    background-color: rgba(0,0,255,0.75);

}

**Practice Set 4**

Q1: Create a webpage layout with a header,a footer and a content area containing 3 divs. Set the height and width of divs 100px (add the previous navbar in the header) and footer background color should be same as navbar

Content of footer will be like this:

**made with ♥ by Amazon  
© 1996-2023, Amazon.com, Inc. or its affiliates**

and content should be in center

Q2: Add borders to all the divs.

Q3 Add different background to all divs with opacity 0.5 and place all div in a same line

First div contain text “Buy your favourite soap”

Second div contain text “Buy your fav gadgets”

Third div contain text “Rent your fav movies”

Q4: Give content area an appropiate height

## **Relative lengths(Unit)**

Relative units are good to style the responsive site because they scale relative to the window size or the parent. They specify the length, which is relative to another length property.

Depending on the device, if the size of the screen varies too much, then the relative length units are the best because they scale better between the different rendering mediums. We can use the relative units as the default for the responsive units. It helps us to avoid update styles for different screen sizes.

**% :-** It is used to define the measurement as a percentage that is relative to another value. It is often used to define a size as relative to an element's parent object.

For example

width:33%;

margin-left:50%;

For example

<html>

<head>

<link rel="stylesheet" href="style.css">

</head>

<body>

       <div id="box1">

                <div id="box2">

                </div>

       </div>

</body>

</html>

**Style.css**

#box1{

  height:100px;

  width:100px;

  background-color: green;

}

#box2{

  height:50px;

  /\* width:50px; \*/

  width:30%;

  background-color:yellow;

  margin-left:10%

  /\* (10% of total width of the parent( i.e. 100px)

  to check the inspect the box model

  now if we change width of parent box to 200px

  then margin wiil be 20px

  \*/

}

**em**:- It is relative to the font-size of the element. Font size of the parent, in the case of typographical properties like font-size, and font size of the element itself,in the case of other properites like width.

For example:-

Html file

<!DOCTYPE html>

<html>

<head>

<link rel="stylesheet" href="style.css">

</head>

<body>

       <div id="box1">

        box1

                <div id="box2">

                       box2

                </div>

       </div>

</body>

</html>

Style.css

#box1{

  height:100px;

  width:200px;

  background-color: green;

  font-size:10px;

}

#box2{

  height:50px;

  /\* width:50px; \*/

  /\* width:30%; \*/

  background-color:yellow;

  margin-left:10% ;

  /\* (10% of total width of the parent( i.e. 100px)

  to check the inspect the box model

  now if we change width of parent box to 200px

  then margin wiil be 20px

  \*/

  font-size:2em;

  /\* It means font should be double of font size of parent i.e double of 10 px it gives 20px(font size) \*/

  /\* if we give font-size:.5em this means font will be half of parent \*/

   width:5em;

    /\* here width property treated differently it take size of current font so if we say

    font-size 2em i.e. 20px and   if we give width:5em; then it take 5 time of the current font i.e. 20\*5 =100px

    We conclude in font-size it take the font size of the parent

    and in width it takes its own font size

    \*/

}

**rem :-** It is the font-size of the root element (Root em ) . The root element in this case refers to the html element.

For example

<!DOCTYPE html>

<html>

<head>

<link rel="stylesheet" href="style.css">

</head>

<body>

       Body Text

       <div id="box1">

        box1

                <div id="box2">

                       box2

                </div>

       </div>

</body>

</html>

Style.css

#box1{

  height:100px;

  width:200px;

  background-color: green;

  font-size:10px;

}

#box2{

  height:50px;

  background-color:yellow;

  margin-left:10% ;

  width:5rem;

  /\* relative to the font size of html i.e. 5 times font size of html which is 16px 5\*16=80  \*/

  /\* inspect the browser and check the body text font it will appear 16px \*/

}

Others

vh stands for viewport height. This unit is based on the height of the viewport. A value of 1vh is equal to 1% of the viewport height. A value of 100vh is equal to 100% of the viewport height.

Html file

<!DOCTYPE html>

<html>

<head>

<link rel="stylesheet" href="style.css">

</head>

<body>

       <div id="box1">

        box1

                <div id="box2">

                       box2

                </div>

       </div>

</body>

</html>

Style.css

#box1{

  height:100px;

  width:200px;

  background-color: green;

  font-size:10px;

}

#box2{

  height:80vh;

  /\* 1 percent of viewport height (browser) \*/

  /\* now make it 50vh i.e. 50% of viewport height \*/

  /\* now make it 100vh i.e. 100% of viewport height \*/

  background-color:yellow;

  margin-left:10% ;

  width:5rem;

}

vw stands for viewport width. This unit is based on the width of the viewport. A value of 1vw is equal to 1% of the viewport width.

vh:relative to 1% viewport height

vw:relative to 1% viewport width

Sometime we denote viewport to browser

**Position**

The position CSS property sets how an element is positioned in a document

The position property specifies the type of positioning method used for an element (static, relative, absolute, fixed, or sticky).

position: static/relative/absolute/fixed

Four property of position are

1. **Static (Default Position) –normal flow**
2. **Relative**
3. **Fixed**
4. **Absolute**

## **static- default position (The top,right,bottom,left and z-index properties have no effect )**

## **Html file**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="style.css"/>

 </head>

<body>

<div id="parent">

    <div id="one"></div><div id="two"></div><div id="three"></div>

</div>

</body>

</html>

## **position: relative;**

An element with position: relative; is positioned relative to its normal position.

Setting the top, right, bottom, and left properties of a relatively-positioned element will cause it to be adjusted away from its normal position. **Other content will not be adjusted to fit into any gap left by the element.(no other element occupy the space left by the element, which is positioned relative)**

**relative-element is relative to itself(The top,right,bottom,left, and z-index will work)**

#parent{

    border:1px solid red;

    padding:20px;

    width:50%;

  }

  #one{

    height:100px;

    width:100px;

    background-color: green;

    display:inline-block;

  }

  #two{

    height:100px;

    width:100px;

    background-color: blue;

    display:inline-block;

    position:relative;

    top:50px;

    left:50px;

  }

  #three{

    height:100px;

    width:100px;

    background-color: black;

    display:inline-block;

  }

## **position: absolute;**

An element with position: absolute; is positioned relative to the nearest positioned ancestor (parent is positioned other than static which is default)

However; if an absolute positioned element has no positioned ancestors, it uses the document body (i.e. if its parent is static then it move to its parent (positioned (other then static) otherwise refer to body tag of html), and moves along with page scrolling.

**Note:** Absolute positioned elements are removed from the normal flow( the element will move and other element will occupy its space), and can overlap elements.

Positioned relative to its closest positioned (non-static) ancestor. (removed from the flow)

#parent{

    border:1px solid red;

    padding:20px;

    width:50%;

    margin:100px;

  }

  #one{

    height:100px;

    width:100px;

    background-color: green;

    display:inline-block;

  }

  #two{

    height:100px;

    width:100px;

    background-color: blue;

    display:inline-block;

    position:absolute;

    top:0px;

    left:0px;

   /\* position:relative;

    top:50px;

    left:50px;  \*/

  }

  #three{

    height:100px;

    width:100px;

    background-color: black;

    display:inline-block;

  }

Now make parent div as positional (other than static) div ,make it **relative** (it will not leave its place, i.e. no one will occupy its space )

#parent{

  border:1px solid red;

  padding:20px;

  width:50%;

  margin:100px;

**position: relative;**

}

#one{

  height:100px;

  width:100px;

  background-color: green;

  display:inline-block;

}

#two{

  height:100px;

  width:100px;

  background-color: blue;

  display:inline-block;

  position:absolute;

  top:0px;

  left:0px;

  /\* position:relative;

  top:50px;

  left:50px; \*/

}

#three{

  height:100px;

  width:100px;

  background-color: black;

  display:inline-block;

}

## **position: fixed;**

An element with position: fixed; is positioned relative to the viewport, The **viewport** is the user's visible area of a web page,.which means it always stays in the same place even if the page is scrolled. The top, right, bottom, and left properties are used to position the element. For example sometime navbar is fixed

**It will leave its space and other element occupy the space**

positioned relative to the browser (removed from the flow)

body{

  height:1000px;

}

#parent{

  border:1px solid red;

  padding:20px;

  width:50%;

  margin:100px;

  position: relative;

}

#one{

  height:100px;

  width:100px;

  background-color: green;

  display:inline-block;

}

#two{

  height:100px;

  width:100px;

  background-color: blue;

  display:inline-block;

  position:fixed;

  bottom:10px;

  right:10px;

  /\*top:0px;

  left:0px;

   position:relative;

  top:50px;

  left:50px; \*/

}

#three{

  height:100px;

  width:100px;

  background-color: black;

  display:inline-block;

}

**Sticky** -postioned based on user's scroll position

This CSS property allows the elements to stick when the scroll reaches to a certain point. Depends upon the scroll position, a sticky element toggles in between **fixed** and **relative.** The element will be positioned **relative** until the specified position of offset is met in the viewport. Then, similar to **position: fixed,** the element sticks in one place.

**For example**

**Html page**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="style.css"/>

 </head>

<body>

        <h2>Sticky Element: Scroll Down to See the Effect</h2>

        <p>Scroll down this page to see how  sticky positioning works.</p>

        <div class="sticky">I will stick to the screen when you reach my scroll position</div>

        <p>Some example text..</p>

        <h2>Scroll back up again to "remove" the sticky position.</h2>

**Type lorem\*100 in several p tags**

**Style.css**

.sticky {

  position: sticky;

  top: 25px;

  background-color: yellow;

  padding: 50px;

  font-size: 20px;

}

**Now scroll the text**

The difference between position fixed vs sticky is that fixed always positions an element relative to the viewport, while sticky behaves like a regular element until it reaches the defined offset and then becomes fixed.

# CSS Layers and Z-index

The CSS layers refer to applying the z-index property to elements that overlap with each other. The z-index property is used along with the position property to create an effect of layers. You can specify which element should come on top and which element should come at bottom

# CSS z-index Property

The z-index property specifies the stack order of an element.

An element with greater stack order is always in front of an element with a lower stack order.

**Note:** z-index only works on positioned elements (position: absolute, position: relative, position: fixed)

z-index property does not have maximum and minimum property

## **Stacking context**

A stacking context is a group of elements that have a common parent and move up and down the z axis together.

z-index: auto;

The order is defined by the order in the HTML code:

first in the code = behind

last in the code = in front

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

<div id="parent">

    <div id="one"></div>

    <div id="two"></div>

    <div id="three"></div>

</div>

</body>

</html>

Mystyle.css

body{

  height:1000px;

}

#parent{

  padding:20px;

  width:50%;

  margin:100px;

  position: relative;

}

#one{

  height:100px;

  width:100px;

  background-color: green;

  display:inline-block;

  position: relative;

}

#two{

  height:100px;

  width:100px;

  background-color: blue;

  display:inline-block;

  position: relative;

  top:50px;

  left:-50px;

}

#three{

  height:100px;

  width:100px;

  background-color: black;

  display:inline-block;

  position: relative;

  top:100px;

  left:-100px;

}

**Now apply z-index in each element( and make position property of each box to relative)**

body{

  height:1000px;

}

#parent{

  padding:20px;

  width:50%;

  margin:100px;

  position: relative;

}

#one{

  height:100px;

  width:100px;

  background-color: green;

  display:inline-block;

  position: relative;

  z-index:3;

}

#two{

  height:100px;

  width:100px;

  background-color: blue;

  display:inline-block;

  position: relative;

  top:50px;

  left:-50px;

  z-index:2;

}

#three{

  height:100px;

  width:100px;

  background-color: black;

  display:inline-block;

  position: relative;

  top:100px;

  left:-100px;

  z-index:1;

}

**Background Image**

Used to set an image as background

background-image:url("image.jpeg");

https://unsplash.com/

from this site we get free pics

type animal in search bar and then select free from the dropdown

and open the file and click on download free option

**Background Size**

background-size:cover/contain/auto

**Cover :**It cover all the space and leave no empty space and photo will fit to that area

**Contain:**contain, on the other hand, says to always show the whole image,

even if that leaves a little space to the sides or bottom.(repeat the image)

**auto :**It tells the browser to automatically calculate the size based on the actual size of the image

**For example**

<!DOCTYPE html>

<html>

<head>

<link rel="stylesheet" href="style.css">

</head>

<body>

       <h1>Position Example</h1>

       <div class="divclass" id="box1">box1</div>

       <div  class="divclass" id="box2">box2</div>

       <div  class="divclass" id="box3">box3</div>

       <div  class="divclass" id="box4">box4</div>

</body>

</html>

**Style.css**

.divclass{

  height:100px;

  width:100px;

  background-color: aqua;

  border:2px solid black;

  display:inline-block;

}

/\* body{

  background-image:url("image/lion.jpg");

  background-size:cover;

} \*/

#box1{

   background-color:red ;

   background-image:url("image/lion.jpg");

  /\* background-size:contain; \*/

  /\* Cover :It cover all the space and leave no empty space and photo will fit to that area \*/

  /\* maximum time we use background-size:cover \*/

  /\* Contain:contain, on the other hand, says to always show the whole image,

  even if that leaves a little space to the sides or bottom.(repeat the image) \*/

  /\* background-repeat: no-repeat; \*/

  background-size:auto;

  /\* auto :It tells the browser to automatically calculate the size based on the actual

  size of the image \*/

}

#box2{

    background-color:green;

 /\* relative- element is relative to itself ( The top,right,bottom,left and z-index will work) \*/

}

#box3{

   background-color:blue;

}

#box4{

  background-color:pink;

 }

**Practice Set 5**

Q. Create the following layout using the given html

Give the div a height,width & some background image.

Use the appropiate position property for the div element to place it at the right end of the page. (The div should not move even on scroll)

<p>lorem \* 5</p>

<div>Love Nature</div>

<p>lorem\*5</p>

# CSS Layout - Overflow

The CSS overflow property controls what happens to content that is too big to fit into an area.

The overflow property specifies whether to clip the content or to add scrollbars when the content of an element is too big to fit in the specified area.

When this happens, it makes the content "overflow" into another area, either horizontally (X-axis) or vertically (Y-axis).

The overflow property has the following values:

* visible - Default. The overflow is not clipped. The content renders outside the element's box
* hidden - The overflow is clipped, and the rest of the content will be invisible
* scroll - The overflow is clipped, and a scrollbar is added to see the rest of the content
* auto - Similar to scroll, but it adds scrollbars only when necessary

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

<div id="overflow">

  <p>Lorem ipsum dolor sit amet consectetur adipisicing elit. Laboriosam adipisci ullam repudiandae minus tempore et, dignissimos enim obcaecati possimus quae aperiam? Aut a sequi ipsa, veritatis recusandae in reprehenderit impedit eius rem odit facilis soluta nesciunt nulla provident repudiandae, cumque ullam. Est labore ullam, rem, exercitationem incidunt eaque voluptate dicta itaque ex ipsa vel sapiente facere. Ex voluptate iusto, pariatur quod nihil tempora iure voluptatum nemo commodi nobis qui fugit aut. Architecto ad, expedita dolore iusto illum minima vel nulla et culpa voluptatem doloribus dolores voluptas delectus. Similique animi eligendi vero ullam voluptatem. Sunt vel dolorem incidunt cum fugiat unde culpa architecto vitae, suscipit voluptatem nesciunt laudantium ullam aliquid, impedit distinctio rerum, qui veritatis voluptatum rem voluptate? Veritatis nihil unde totam doloribus ea? Labore ab commodi quasi aliquam at, soluta nostrum veniam est repudiandae accusantium neque praesentium pariatur quis, maiores perspiciatis quia iste sint porro. Beatae voluptates saepe quis architecto delectus dolores iure iste nam excepturi, voluptate ab, ipsum magnam maxime ratione neque error quas deserunt rem, cupiditate ex ad! Inventore, ipsam. Aspernatur unde dolorem consequuntur ipsam! Eveniet recusandae tempora magni cupiditate laudantium nulla qui non, omnis culpa laboriosam earum in fugit odio eius, deserunt, sint ipsa. Repellat, facilis nulla vitae maxime animi, quo voluptatibus, aspernatur saepe recusandae odit enim. Ratione aperiam, animi corrupti at est quo ipsum saepe. Dolores, tempora labore. Aut molestiae harum fuga quis. Laboriosam soluta aliquid nulla? Ex vel itaque exercitationem odit dolorem facere, fuga perspiciatis aspernatur atque corporis ipsa maxime similique? Molestiae accusantium aspernatur facere iure deleniti neque similique quia provident aut reprehenderit perspiciatis deserunt quo possimus nostrum non sint maxime qui alias, quam, tempore consectetur molestias ad? Eligendi saepe nisi quam cumque culpa consequuntur molestias unde. Aliquid fugit quaerat minima provident temporibus? Excepturi explicabo nulla ad ab illum unde provident fugit dignissimos doloribus architecto.

  </p>

</div>

</body>

</html>

Mystyle.css

#overflow{

   background-color: whitesmoke;

   border:1px solid red;

   width:500px;

   height:300px;

   overflow:visible;/\* default property \*/

}

Now property will be hidden

#overflow{

   background-color: whitesmoke;

   border:1px solid red;

   width:500px;

   height:300px;

   overflow:hidden;

}

Now apply scroll bar

#overflow{

   background-color: whitesmoke;

   border:1px solid red;

   width:500px;

   height:300px;

   overflow:scroll;

}

Now make width scroll bar hidden and apply vertical scrollbar

#overflow{

   background-color: whitesmoke;

   border:1px solid red;

   width:500px;

   height:300px;

   overflow-x:hidden;

   overflow-y:scroll;

}

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

<div id="overflow">

  <p>Lorem ipsum dolor sit amet consectetur adipisicing elit. Laboriosam adipisci ullam repudiandae minus tempore et, dignissimos enim obcaecati possimus quae aperiam? Aut a sequi ipsa, veritatis recusandae in reprehenderit impedit eius rem odit facilis soluta nesciunt nulla provident repudiandae, cumque ullam. Est labore ullam, rem, exercitationem incidunt eaque voluptate dicta itaque ex ipsa vel sapiente facere. Ex voluptate iusto, pariatur quod nihil tempora iure voluptatum nemo commodi nobis qui fugit aut. Architecto ad, expedita do

  </p>

</div>

</body>

</html>

Mystyle.css

#overflow{

   background-color: whitesmoke;

   border:1px solid red;

   width:500px;

   height:300px;

   overflow-x:hidden;

   overflow-y:scroll;

}

Now the content is less but scrollbar is still there.

Now apply overflow:auto

* auto - Similar to scroll, but it adds scrollbars only when necessary

#overflow{

   background-color: whitesmoke;

   border:1px solid red;

   width:500px;

   height:300px;

  overflow:auto;

}

# CSS Layout - float and clear

The CSS float property specifies how an element should float.

The CSS clear property specifies what elements can float beside the cleared element and on which side.

## **The float Property**

The float property is used for positioning and formatting content e.g. let an image float left to the text in a container.

The float property can have one of the following values:

* left - The element floats to the left of its container
* right - The element floats to the right of its container

In its simplest use, the float property can be used to wrap text around images.

**Example**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

<p><img src="image/bird.jpg" id="img1" > Lorem ipsum dolor sit amet consectetur adipisicing elit. Voluptates est optio culpa necessitatibus eos minus eligendi. Autem itaque dolore eaque libero, dolores iure illo nihil assumenda ratione, ea veritatis? Ad nam, cum, exercitationem sapiente id, itaque sint illo beatae consequatur nisi magnam! Sequi harum totam possimus, ad error corrupti expedita molestiae amet animi, sint commodi in modi velit enim. Similique alias praesentium, voluptate, esse eligendi, expedita temporibus earum quos animi obcaecati voluptatibus cumque libero. Soluta quia ex dolorem! Ad recusandae voluptates, consectetur quaerat doloribus laudantium nam, illum porro deleniti, quasi quae dolorum! Debitis ipsa magnam explicabo eligendi ex harum eum placeat aperiam dolorum nesciunt dolor deserunt doloremque culpa, qui impedit ipsam? Nam sunt non obcaecati commodi officiis accusamus aut aliquam repellat, distinctio odit sed nemo animi! Amet error praesentium maxime excepturi fugiat quia perferendis,<img src="image/img\_forest.jpg" id="img2">placeat sunt voluptatibus repudiandae nisi omnis dicta possimus vero neque atque! Totam et placeat qui quaerat, incidunt quae facere minus ut exercitationem? Hic, corrupti, sequi atque sunt fugiat accusamus sint iure optio quibusdam consequatur aliquid. Expedita consectetur debitis aperiam cumque, maiores ratione nisi modi, quasi a qui vero! Sint hic deleniti dolore excepturi! Maiores deserunt modi deleniti. Minima doloribus repudiandae ducimus fuga error animi ab corporis.</p>

</body>

</html>

**Mystyle.css**

img{

  width:100px;

  height:auto;

}

**Now apply float property to the img1 tag.**

img{

  width:100px;

  height:auto;

}

#img1{

  float:right;

}

**Now apply float property to img2 tag**

img{

  width:100px;

  height:auto;

}

#img1{

  float:right;

}

#img2{

  float:left;

}

**Now apply padding to both the image**

img{

  width:100px;

  height:auto;

  padding:10px;

}

#img1{

  float:right;

}

#img2{

  float:left;

}

**Now making navigational bar**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

<ul>

    <li>Home</li>

    <li>About Us</li>

    <li>Team</li>

    <li>Contact Us</li>

    <li>Donate</li>

</ul>

</body>

</html>

**Mystyle.css**

ul{

  background-color: green;

  list-style-type: none;

}

li{

  color:white;

  /\* top bottom left right \*/

  padding:5px 10px;

}

**Now apply float:left , when we apply float:left , li come out of the ul tag. To maintain the li we use overflow:auto in ul tag**

ul{

  background-color: green;

  list-style-type: none;

  /\* to fit content into navigation bar\*/

  overflow:auto;

}

li{

  color:white;

  /\* top bottom left right \*/

  padding:10px 15px;

  float:left;

}

**Lets take another example**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

  <div class="box">

    <div class="item">A</div>

    <div class="item">B</div>

    <div class="item">C</div>

  </div>

</body>

</html>

**Mystyle.css**

.box{

  border:2px solid black;

  overflow:auto;

}

.item

{

  width:100px;

  height:100px;

  margin:2px;

  background-color: aquamarine;

  border:1px solid black;

  float:left;

  /\* Now parent box get collapse as soon as we give float:left  \*/

  /\* to prevent this we give overflow:auto to parent div \*/

}

# CSS clear Property

The clear property controls the flow next to floated elements.

The clear property specifies what should happen with the element that is next to a floating element.

left The element is pushed below left floated elements (remove the element which is floating left)

right The element is pushed below right floated elements (remove the element which is floating right)

both The element is pushed below both left and right floated elements(remove the element from both side left and right)

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

  <div class="container">

    <img src="image/img\_5terre.jpg" id="img2">

    <img src="image/bird.jpg" id="imgb">

    <p>  Lorem ipsum dolor sit amet consectetur adipisicing elit. Maiores quia eos nesciunt perspiciatis, error, quae in repellat nisi ut dicta, id quidem impedit reprehenderit at? Lorem ipsum dolor sit amet consectetur, adipisicing elit. Ea expedita reprehenderit dolorem mollitia. Praesentium error dolores fugit optio est voluptates accusamus tenetur esse cum officiis exercitationem ipsa neque rem, sapiente vero dolore voluptas provident nobis nihil? Blanditiis, cum quasi, ex nostrum animi culpa delectus alias, sapiente odio magni sint voluptatem officiis nihil molestiae odit. Distinctio facere, doloremque expedita hic illo minima, animi numquam quisquam itaque magnam pariatur temporibus facilis placeat delectus dolore praesentium at! Iure quasi, obcaecati esse perspiciatis aut laboriosam quo similique debitis quae quod quam laborum vel hic consectetur. Voluptas earum repellendus fugiat nobis tenetur. Pariatur, maxime. Repellendus!</p>

  </div>

</body>

</html>

Mystyle.css

img{

  width:100px;

  height:auto;

}

#imgb{

  float:right;

  clear:right;

  /\* now there is no element floating to the right of img2 \*/

}

#img2{

  float:right;

}

Clear:right specify element will not be next to float right element instead it will be on next line float:right

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

<div id="content">

    <p>Content</p>

</div>

<div id="sidebar">

    <p>Sidebar</p>

</div>

<div id="footer">

    <p>Footer</p>

</div>

</body>

</html>

**Mystyle.css**

#content{

  width:70%;

  background-color:green;

  height:200px;

  float:left;

}

#sidebar{

  width:30%;

  background-color: indianred;

  height:200px;

  float:left;

}

#footer{

  background-color: yellowgreen;

}

**Now change sidebar height from 200px to 150px**

#content{

  width:70%;

  background-color:green;

  height:200px;

  float:left;

}

#sidebar{

  width:30%;

  background-color: indianred;

  height:150px;

  float:left;

}

#footer{

  background-color: yellowgreen;

}

**This is because the height of the div is small then original div and float left then next div will move below the div.**

**To avoid this we apply clear: both in footer css**

|  |  |
| --- | --- |
| both | The element is pushed below both left and right floated elements |

#content{

  width:70%;

  background-color:green;

  height:200px;

  float:left;

}

#sidebar{

  width:30%;

  background-color: indianred;

  height:150px;

  float:left;

}

#footer{

  background-color: yellowgreen;

**clear:both;**

}

**Lets take another example**

<!DOCTYPE html>

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title>Alignment</title>

    <link rel="stylesheet" href="mystyle.css" />

</head>

<body>

    <div class="container">

        <div id="fruits" class="item">

            <h3>Fruits</h3>

           <p id="fruitspara" class="para">

            Lorem ipsum dolor sit, amet consectetur adipisicing elit. Obcaecati earum quidem maxime, nostrum optio quas autem assumenda nesciunt odio tenetur qui vero nobis reprehenderit quasi error, reiciendis quos ab aliquam. Lorem ipsum dolor sit amet consectetur adipisicing elit. Voluptas pariatur accusamus eligendi sunt incidunt mollitia exercitationem aut voluptates sit corporis explicabo, placeat nulla fugit facere, adipisci quae a blanditiis quis ea! Eligendi, debitis repellendus!

           </p>

        </div>

        <div id="computer" class="item">

            <h3>Computer</h3>

           <p id="computerpara" class="para">

            Lorem ipsum dolor sit, amet consectetur adipisicing elit. Obcaecati earum quidem maxime, nostrum optio quas autem assumenda nesciunt odio tenetur qui vero nobis reprehenderit quasi error, reiciendis quos ab aliquam. Lorem ipsum, dolor sit amet consectetur adipisicing elit. Temporibus mollitia aspernatur omnis accusamus at voluptatibus maiores. Rem architecto omnis repudiandae officia eum praesentium esse velit, cum, distinctio sequi consectetur ipsum unde excepturi at fuga! Lorem ipsum dolor sit amet consectetur adipisicing elit. Corporis commodi iste ducimus accusantium voluptate magni ullam totam esse eius, amet a, ipsum ab eaque et aliquam, sunt voluptates assumenda officiis. Architecto voluptates officia rem.

            <!-- now add lorem34 in computer para -->

           </p>

        </div>

        <div id="stationary" class="item">

            <h3>Stationary</h3>

           <p id="stationarypara" class="para">

            Lorem ipsum dolor sit, amet consectetur adipisicing elit. Obcaecati earum quidem maxime, nostrum optio quas autem assumenda nesciunt odio tenetur qui vero nobis reprehenderit quasi error, reiciendis quos ab aliquam.

           </p>

        </div>

    </div>

</body>

</html>

**mystyle.css**

.container{

  width:900px;

  border:3px solid purple;

  margin:33px auto ;

  overflow:auto;

  /\* to keep container in center \*/

}

.item{

  border:3px solid gray;

  margin:12px 3px;

  padding:12px 3px;

  background-color: rgb(228, 207, 207);

}

#fruits{

  float:left;

  width:48%;

}

#computer{

  /\* float:left; \*/

  width:48%;

  /\* now apply float:right:  \*/

  float:right;

}

#stationary{

  /\* float:left; \*/

  /\* clear:left; \*/

  width:100%;

  /\* if we dont apply float:left to the stationary so it get overlapped and that we dont require \*/

  /\* now we want to clear from both side so we say clear both \*/

  clear:both;

}

**Flexbox**

**Html file**

<!DOCTYPE html>

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <link rel="stylesheet" href="style.css">

    <title>Document</title>

</head>

<body>

    <h1>Flexbox Example</h1>

    <div id="container">

        <div class="box" id="box1">box1</div>

        <div class="box" id="box2">box2</div>

        <div class="box" id="box3">box3</div>

        <div class="box" id="box4">box4</div>

        <!-- <div id="box5">box5</div> -->

    </div>

</body>

</html>

**style.css**

.box{

  width:200px;

  height:200px;

  border:2px solid brown;

  margin:2px;

  padding:2px;

}

#container{

  background-color:beige ;

  border:5px solid black;

  margin:2px;

  padding:2px;

  /\* height:500px; \*/

  height:1200px;

  display:flex;

  /\* by default flex direction is row

  flex-direction: row;

 display:flex;

   This is the default property of justify-content \*/

  /\* flex-direction: row-reverse; \*/

  /\* flex-direction:column; \*/

  /\* flex-direction: column-reverse; \*/

  /\* flex-wrap:wrap; \*/

  /\* Specifies that the flexible items will wrap if necessary

  (Now when size decrease flex item will not decrease in size if space available ,

  it come to the next line. Otherwise if space not available then flex-item will decrease in size)

  By default property is nowrap;

  \*/

  /\* flex-wrap:wrap-reverse; \*/

     flex-wrap:nowrap;

     /\* justify-content:center; \*/

     /\* flex-items will be placed in center according to main axis in this

     it is row  so we have placed horizontally on the center\*/

  /\* justify-content:flex-start; \*/

     /\* justify-content:start; \*/

  /\* justify-content:flex-end; \*/

  /\* justify-content:end; \*/

  /\* direction does not get reverse \*/

  /\* justify-content:space-between; \*/

  /\* justify-content:space-around; \*/

   /\* justify-content:space-evenly; \*/

   /\*

   To move every item to the center make flex direction:row and justify-content:center \*/

   /\* now lets change direction of flex instead of row it will be column \*/

   /\* flex-direction: column; \*/

   /\* change the height of the container to 1200 and make justify-content: center; \*/

   /\* justify-content: center; \*/

   /\* now make the flex-direction: to row; \*/

   flex-direction:row;

   /\* align-items:center; \*/

   /\* align-items:flex-end; \*/

   /\* align-items: stretch; \*/

   /\* If we want to place vertically center and horizontally center then property will be \*/

   align-items:flex-start;

   justify-content:flex-start;

   /\* flex-wrap:wrap; \*/

   /\* align-content:flex-start; \*/

   /\* align-content:flex-end; \*/

   align-content: center;

   flex-wrap:nowrap;

}

#box1{

  background-color: aqua;

  /\* Now we want that box1 will display last so we give order higher value; \*/

  /\* order:500; \*/

  /\* Now we want that box1 shrink 4 times faster then other box so we give following \*/

  /\* flex-shrink: 4; \*/

  /\* in flex container give flex-wrap:nowrap \*/

  /\* flex-grow:1;

  now change value of flex-grow to 4 \*/

  /\* flex-grow:4; \*/

}

#box2{

  background-color: blue;

  /\* flex-grow:1; \*/

}

#box3{

  background-color: orange;

  /\* flex-grow:1; \*/

}

#box4{

  background-color:brown;

  /\* We want to place box4 at first position so we give order negative initial-value: ; \*/

  /\* order:-1; \*/

  /\* flex-grow:1; \*/

  /\* set width of the flex item to 400 \*/

  flex-basis:400px;

}

**Flexible Box Layout**

It is a one-dimensional layout method for arranging items in rows or columns (It can be either vertical direction or in horizontal direction)

In a container(div,span,navbar,section etc) we put display:flex that container become the flex container. It contains multiple items these items are called flex items. Container contain two direction basically horizontal and vertical

When elements are laid out as flex items, they are laid out along two axes:

![Three flex items in a left-to-right language are laid out side-by-side in a flex container. The main axis — the axis of the flex container in the direction in which the flex items are laid out — is horizontal. The ends of the axis are main-start and main-end and are on the left and right respectively. The cross axis is vertical; perpendicular to the main axis. The cross-start and cross-end are at the top and bottom respectively. The length of the flex item along the main axis, in this case, the width, is called the main size, and the length of the flex item along the cross axis, in this case, the height, is called the cross size.](data:image/png;base64,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)

* The **main axis** is the axis running in the direction the flex items are laid out in (for example, as a row across the page, or a column down the page.) The start and end of this axis are called the **main start** and **main end**.
* The **cross axis** is the axis running perpendicular to the direction the flex items are laid out in. The start and end of this axis are called the **cross start** and **cross end**.
* The parent element that has display: flex set on is called the **flex container**.

**Flexbox Direction**

It sets how flex items are placed in the flex container, along which axis and direction

flex-direction:row(default)

Now main axis is row and items are arranged from left to right.

flex-direction:row-reverse;

Now main axis is row and items are arranged from right to left

flex-direction:column;

Now main axis is column and items are arranged from top to bottom

flex-direction:column-reverse;

Now main axis is column and items are arranged from bottom to top.

This property is use for flex container not for the individual item.

One property of flex container is that, when we place no of items in the container the items will fit into the container (no matter what is the height width of the items) they will never come out of the flex container.(they adjust their height and width inside the container ) but if content is big or font size is large then item get expand.

**Flex Properties**

**for Flex Container**

flex-wrap:nowrap/wrap/wrap-reverse

flext-wrap:wrap;

Specifies that the flexible items will wrap if necessary (Now when size decrease flex item will not decrease in size(flex-items retains his width) if space available , it come to the next line. Otherwise if space not available then flex-item will decrease in size)

flex-wrap:nowrap;

Specifies that the flexible items will wrap, if necessary, in reverse order(When we decrease the size of the window)

The flex-flow property is a shorthand property for:

* flex-direction
* flex-wrap

flex-flow: row-reverse wrap;

justify-content: alignment along the main axis.

flex-start/flex-end/centre/space-evenly

It will place items according to main axis of the flex-container.

The justify-content property aligns the flexible container's items when the items do not use all available space on the main-axis

flex-start Default value. Items are positioned at the beginning of the container

flex-end: Items are positioned at the end of the container (Direction does not get reverse)

center Items are positioned in the center of the container

space-around Items will have space before, between, and after them(start and end space are half of space between the item)

space-between Items will have space between them(first and last item are placed at the corner(near flex-container) and rest items have equal space )

space-evenly Items will have equal space around them

To move every item to the center make flex direction:row and justify-content:center

**space-around vs space-evenly**

In space-evenly, the empty space in between the flex items is always equal. However, in space-around, only the inner items will have equal spacing in between each other. The first and last item will only be allocated half the spacing.

align-items: alignment along the cross axis

The align-items property specifies the default alignment for items inside a flexbox or grid container.

* In a flexbox container, the flexbox items are aligned on the cross axis, which is vertical by default (opposite of flex-direction)

center Items are positioned at the center of the container( by default vertically)

flex-start Items are positioned at the beginning of the container

flex-end Items are positioned at the end of the container

stretch Items are stretched to fit the container( make sure height of flex-item should not given) by default items are stretched if we don’t give the height.

align-content: This property specifies how flex lines are distributed along the cross axis in a flexbox container. This property is used when flex-wrap: wrap ( so when we try to decrease the size of the screen the flex item wrap (so item go to top and some item go at bottom and keep the gap the between item , to handle gap we use align content property)

flex-start Lines are packed toward the start of the flex container

flex-end Lines are packed toward the end of the flex container

center Lines are packed toward the center of the flex container

# Ordering Flex Items

The **order** property of CSS can be used for ordering flex items. It specifies the order of a flex item with respect to the other flex items. The element has to be a flexible item for the order property to work. The elements are displayed in ascending order of their order values. If two elements have the same order value then they are displayed on the basis of their occurrence in the source code.

Flex items have a default order value of 0, therefore items with an integer value greater than 0 will be displayed after any items that have not been given an explicit order value.

You can also use negative values with order, which can be quite useful. If you want to make one item display first and leave the order of all other items unchanged, you can give that item order of -1. As this is lower than 0 the item will always be displayed first.

**flex-shrink**

It specifies the “flex shrink factor” which determines how much the flex item will shrink relative to the rest of the flex items in the flex container when there isn’t enough space on the row.( It apply on flex-item)

flex-shrink: 2;

When omitted, it is set to 1 and the flex shrink factor is multiplied by the flex basis when distributing negative space.

Flex-shrink:0.5;

Flex-shrink:0; that particular item will not decrease

**flex-grow**

It defines the ability for a flex item to grow if necessary. It accepts a unitless value that serves as a proportion. It dictates what amount of the available space inside the flex container the item should take up.

flex-grow: 2;

For example, if all items have flex-grow set to 1, every child will set to an equal size inside the container. If you were to give one of the children a value of 2, that child would take up twice as much space as the others.

Now set flex-grow of all flex-item to 1 so now all flex-item occupy the whole space of flex-container.

## **The flex-basis Property**

The flex-basis property specifies the initial length of a flex item.

## **The flex Property**

The flex property is a shorthand property for the flex-grow, flex-shrink, and flex-basis properties.

### Example

Make the third flex item not growable (0), not shrinkable (0), and with an initial length of 200 pixels:

<div class="flex-container">  
  <div>1</div>  
  <div>2</div>  
  <div style="flex: 0 0 200px">3</div>  
  <div>4</div>  
</div>

# Differences between flex-basis and width in Flexbox

The **flex-basis** property can be applied only to flex-items and **width** property can be applied to all.

When using flex property, all the three properties of flex-items i.e, **flex-row, flex-shrink**and **flex-basis** can be combined into one declaration, but using width, doing the same thing would require multiple lines of code.

 .flex-container {

            display: flex;

            background: #fff;

            flex-wrap: wrap;

            flex-direction: column;

        }

        .box {

            /\*

      Since flex-direction is set to

      column therefore flex-basis defines

      the height and hence overrides the

      height property. The height of

      flex-item will therefore be 80px.

      The width property has to be separately

      assigned a horizontal width.

      \*/

            height: 100px;

            width: 100px;

            flex-basis: 80px;

        }

When flex-direction is set to

      column therefore flex-basis defines

      the height and hence overrides the

      height property. The height of

      flex-item will therefore be 80px.

      The width property has to be separately

      assigned a horizontal width.

The align-self property specifies the alignment in the block direction for the selected item inside a flexbox (It is basically aliging through cross axis)

center The element is positioned at the center of the container

flex-start The element is positioned at the beginning of the container

flex-end The element is positioned at the end of the container

align self has high priority then flex-container

**Practice Set 6**

Q Create a navbar with 4 options in the form of anchor tags inside list items. Now, use flexbox to place them all space equally in a single line.

Q Use flexbox to center one div inside another div.

Q Which has higher priority -align-items or align-self?

## **CSS Combinators**

A combinator is something that explains the relationship between the selectors.

# Descendant Selector

Descendant Selector is one of the type of Combinators in CSS where the combinators combine 2 selectors in such a way that if an ancestor element matches with the first selector then the elements are matched by the second selector will be selected & these selectors use the descendant Combinator are Descendant Selectors. In simple words, the Descendant Selectors can be any selector having the white-space in between the elements. This selector is used to select all the child elements of the specified tag.

<html>

    <head>

        <title>My Second Page</title>

        <style>

            div p{

                color:blue;

            }

            div p span{

                color:green;

            }

        </style>

    </head>

<body>

    <div>

        <p>Para 1</p>

        <p>Para 2</p>

        <p>Para 3

            <span>Span1</span>

        </p>

        <p>Para 4</p>

    </div>

        <p>Para 5</p>

        <p>Para 6</p>

        <p>Para 7

            <span>span2</span>

        </p>

        <p>Para 8</p>

</body>

</html>

# CSS Box Sizing

The CSS box-sizing property allows us to include the padding and border in an element's total width and height.

Without the CSS box-sizing Property

By default, the width and height of an element is calculated like this:

width + padding + border = actual width of an element

height + padding + border = actual height of an element

This means: When you set the width/height of an element, the element often appears bigger than you have set (because the element's border and padding are added to the element's specified width/height).

With the CSS box-sizing Property

The box-sizing property allows us to include the padding and border in an element's total width and height.

If you set box-sizing: border-box; on an element, padding and border are included in the width and height

For example

<html>

    <head>

        <title>My Second Page</title>

        <style>

            #div1{

               height:150px;

               width:500px;

               background-color: aqua;

            }

            #div2{

                height:150px;

               width:500px;

               background-color: teal;

               padding:20px;

               border:5px solid black;

               box-sizing: border-box;

            }

        </style>

    </head>

<body>

    <div id="div1">

      <p>Lorem ipsum dolor sit, amet consectetur adipisicing elit. Corporis cum eveniet consectetur! Porro officia incidunt quae quod nostrum quos consectetur.</p>

    </div>

    <div id="div2">

        <p>Lorem ipsum dolor, sit amet consectetur adipisicing elit. Odit temporibus amet officiis laborum cum eum? Consequuntur expedita ipsam dolor architecto!</p>

    </div>

</body>

</html>

By default properties of box-sizing:

content-box Default. The width and height properties (and min/max properties) includes only the content. Border and padding are not included

# CSS min-width Property

The min-width property defines the minimum width of an element.

If the content is smaller than the minimum width, the minimum width will be applied.If the content is larger than the minimum width, the min-width property has no effect.

# max-width Property

The max-width property defines the maximum width of an element.

If the content is larger than the maximum width, it will automatically change the height of the element.If the content is smaller than the maximum width, the max-width property has no effect.

**Note:** This prevents the value of the width property from becoming larger than max-width. The value of the max-width property overrides the width property.

For example

<html>

    <head>

        <title>My Second Page</title>

        <style>

            .main{

               min-width:150px;

               max-width:700px;

               background-color: aqua;

               border:1px solid blue;

            }

        </style>

    </head>

<body>

    <div class="main">

       Lorem ipsum dolor sit amet consectetur adipisicing elit. Voluptate assumenda repellendus labore ab soluta eveniet sequi doloremque veniam aliquam. Quaerat, tenetur voluptatem repudiandae non itaque voluptates tempore possimus reprehenderit fugit!

    </div>

</body>

</html>

# min-height Property

The min-height property defines the minimum height of an element.If the content of the container grows the height will grow automatically.

# max-height Property

The max-height property defines the maximum height of an element. If the content is larger than the maximum height, it will overflow.

# CSS :hover Selector

Hover is one among the selectors in CSS

Hover is used to select an element when mouse moves over it.

The :hover selector CSS is used to style elements when the mouse hovers over them. It can be used on every element.

<head>

    <style>

    h1:hover {

        color: white;

        background-color: green;

    }

    </style>

</head>

<body>

    <h1 align="center"> hover it</h1>

</body>

</html>

# Create Dropdown Menu using Flexbox

<!DOCTYPE html>

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title>Flexbox DropDown Menu</title>

    <link rel="stylesheet" href="navbarflex.css">

</head>

<body>

    <nav id="main-nav">

        <ul>

            <li><a href="#">Home</a></li>

            <li><a href="#">Service

                <span class="arrow">&#x25BC</span>

            </a>

                <ul class="submenu">

                    <li><a href="#">Android Dev</a></li>

                    <li><a href="#">IOS Dev</a></li>

                    <li><a href="#">Web Dev

                        <!-- <span class="arrow">&#x25B6</span> -->

                    </a>

                        <!-- <ul class="submenu-2"><li><a href="#">Node Js</a></li>

                        <li><a href="#">Php</a></li>

                        <li><a href="#">Python</a></li></ul> -->

                    </li>

                </ul>

            </li>

            <li><a href="#">Download</a></li>

            <li><a href="#">FAQs

                <span class="arrow">&#x25BC</span>

            </a>

            <ul class="submenu">

                <li><a href="#">Android</a></li>

                <li><a href="#">IOS</a></li>

            </ul>

            </li>

            <li><a href="#">About</a></li>

        </ul>

    </nav>

    <section>

        <h1>Hi! Welcome</h1>

    </section>

</body>

</html>

navbarflex.css

\*{

    margin:0;

    padding:0;

    box-sizing: border-box;

}

#main-nav a{

    color:#f6f7f8;

    background-color: #254441;

    height:64px;

    display:flex;

    font-weight: bold;

    align-items:center;

    justify-content: center;

    text-decoration: none;

}

#main-nav a:hover{

    background-color:#305753;

}

#main-nav ul{

    list-style:none;

    display:flex;

}

#main-nav li{

    width:100%;

    text-align:center;

    position: relative;

}

#main-nav li:hover .submenu > li{

    display:block;

    /\* top:0; \*/

}

/\* .submenu li{

    display:none;

    position: absolute;

    top:0;

} \*/

.submenu{

    display:flex;

    flex-direction: column;

    position: absolute;

    width:100%;

}

.submenu li{

    display:none;

    /\* top:0; \*/

    /\* position: relative; \*/

}

/\* .submenu li:hover .submenu-2 li{

    display:block;

}

.submenu-2 li{

    display:none;

}

.submenu-2{

    display:flex;

    flex-direction:column;

    position:absolute;

    top:0px;

    left:100%;

    width:120px;

} \*/

.arrow{

    font-size:12px;

    color:#eee;

    margin-left:8px;

}

h1{

    font-size:72px;

}

section{

    background-color:#f2f4f3;

    display:flex;

    align-items:center;

    justify-content:center;

    height: 550px;

}

# Backgrounds in CSS

Enter following in html file

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

    <!-- <style>

        p{

            color:blue;

        }

    </style> -->

</head>

<body>

   <div id="bg">

    <p>

Type lorem1000 and then press enter it will create big paragraph and then go to view and then click on word wrap.

**In mystyle.css write following code**

#bg{

  background-color: yellow;

}

body{

  background-color: red;

}

**Now add background image in div**

#bg{

  background-image: url('image/img\_tree.jpg');

}

body{

  background-color: red;

}

**The image is repeating horizontally and vertically**

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:no-repeat; /\* image will not repeat \*/

}

body{

  background-color: red;

}

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:repeat-x; /\* image will repeat in x direction \*/

}

body{

  background-color: red;

}

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:repeat-y; /\* image will repeat in y direction \*/

}

body{

  background-color: red;

}

**How to set background position**

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:no-repeat; /\* image will not repeat \*/

  background-position: right top;

}

body{

  background-color: red;

}

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:no-repeat; /\* image will not repeat \*/

  background-position: right bottom;

}

body{

  background-color: red;

}

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:no-repeat; /\* image will not repeat \*/

  background-position: right center;

}

body{

  background-color: red;

}

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:no-repeat; /\* image will not repeat \*/

  background-position: center center;

}

body{

  background-color: red;

}

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:no-repeat; /\* image will not repeat \*/

  /\* background-position: x axis y axis\*/

  background-position: 50px 100px;

}

body{

  background-color: red;

}

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:no-repeat; /\* image will not repeat \*/

  /\* background-position: x axis in percentage y axis in percentage\*/

  /\* 5% of the width and 10% of the height \*/

  background-position:5% 10%;

}

body{

  background-color: red;

}

**Background size in pixel**

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:no-repeat; /\* image will not repeat \*/

  /\* background-position: x axis in percentage y axis in percentage\*/

  background-position:5% 10%;

  /\* to increase the size of image\*/

  background-size:500px 700px;

}

body{

  background-color: red;

}

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:no-repeat; /\* image will not repeat \*/

  /\* background-position: x axis in percentage y axis in percentage\*/

  background-position:5% 10%;

  /\* to increase the size of image in percentage but proportionally get distorted \*/

  background-size:100% 100%;

}

body{

  background-color: red;

}

# CSS background-attachment Property

The background-attachment property sets whether a background image scrolls with the rest of the page, or is fixed.

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:no-repeat; /\* image will not repeat \*/

  /\* background-position: x axis in percentage y axis in percentage\*/

  background-position:5% 10%;

  /\* to increase the size of image in percentage\*/

  background-size:100% 100%;

  background-attachment: scroll;

height:500px;

}

body{

  background-color: red;

}

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:no-repeat; /\* image will not repeat \*/

  /\* background-position: x axis in percentage y axis in percentage\*/

  background-position:5% 10%;

  /\* to increase the size of image in percentage\*/

  background-size:100% 100%;

  /\* to fixed the background \*/

  background-attachment: fixed;

height:500px;

}

body{

  background-color: red;

}

# CSS background-size Property

The background-size property specifies the size of the background images.

There are four different syntaxes you can use with this property: the keyword syntax ("auto", "cover" and "contain"), the one-value syntax (sets the width of the image (height becomes "auto"), the two-value syntax (first value: width of the image, second value: height)

|  |  |  |
| --- | --- | --- |
| **Value** | **Description** | **Demo** |
| auto | Default value. The background image is displayed in its original size |  |
| cover | Resize the background image to cover the entire container,  even if it has to stretch the image or cut a little bit off one of  the edges | |
| contain | Resize the background image to make sure  the image is fully visible and not get distorted | |

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:no-repeat; /\* image will not repeat \*/

  /\* background-position: x axis in percentage y axis in percentage\*/

  background-position:5% 10%;

  /\* to increase the size of image in percentage\*/

  background-size:cover;

  /\* to fixed the background

  background-attachment: fixed;\*/

}

body{

  background-color: red;

}

#bg{

  background-image: url('image/img\_tree.jpg');

  background-repeat:no-repeat; /\* image will not repeat \*/

  /\* background-position: x axis in percentage y axis in percentage\*/

  background-position:5% 10%;

  /\* to increase the size of image in percentage\*/

  background-size:contain;

  /\* to fixed the background

  background-attachment: fixed;\*/

}

body{

  background-color: red;

}

**Shortcut to the background property**

#bg{

  /\* to increase the size of image in percentage\*/

   background-size:contain;

  /\* to fixed the background

  background-attachment: fixed;\*/

  /\*background: color url background-repeat attachment position;\*/

  background: #ffffff url('image/img\_tree.jpg') no-repeat fixed 5% 10%;

  /\* we can skip any property but order remain the same \*/

}

body{

  background-color: red;

}

# Borders in CSS

Html file

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

    <!-- <style>

        p{

            color:blue;

        }

    </style> -->

</head>

<body>

   <div id="border">

    Lorem ipsum dolor sit amet consectetur, adipisicing elit. Blanditiis optio ducimus, animi possimus veniam ipsa sit dignissimos eius quibusdam iure repellat nemo, neque, illo velit deleniti asperiores recusandae exercitationem totam.

    </div>

</body>

</html>

Mystyle.css

#border{

  border-style:solid;

}

Now run the html code

#border{

  border-style:dotted;

}

#border{

  border-style:double;

}

#border{

  border-style:dashed;

}

#border{

  border-style:groove;

}

(It is just like frame)

#border{

  border-style:outset;

}

#border{

  border-style:inset;

}

#border{

  border-style:ridge;

}

#border{

  /\*border-style:top right bottom left; it goes clock wise \*/

  border-style:solid dashed none dotted;

}

#border{

  /\*border-style:solid; all four side will have solid border \*/

  border-style:solid ;

}

#border{

  /\*border-style:solid dotted; first property top bottom and second property left and right \*/

  border-style:solid dotted ;

}

#border{

  border-style:solid;

  border-width:5px; /\* thickness of border\*/

}

#border{

  border-style:solid;

  /\* border-width:5px 10px define border-width for top and bottom and left and right \*/

  border-width:5px 10px;

}

#border{

  border-style:solid;

  /\* border-width:5px 10px define border-width for top and bottom and left and right \*/

  border-width:5px 10px;

}

**Border Color in Border**

#border{

  border-style:solid;

  /\* border-width:5px 10px 2px 7px ; define width for all sides\*/

  border-width:5px 10px 2px 7px;

  border-color: red;

}

#border{

  border-style:solid;

  /\* border-width:5px 10px 2px 7px ; define width for all sides\*/

  border-width:5px 10px 2px 7px;

  /\* border-color:red yellow; color for top bottom and left right \*/

  border-color: red yellow;

}

#border{

  border-style:solid;

  /\* border-width:5px 10px 2px 7px ; define width for all sides\*/

  border-width:5px 10px 2px 7px;

  /\* border-color:red yellow green blue; color for all sides top right bottom left\*/

  border-color: red yellow green blue;

}

**Shortcut for border**

#border{

  /\*border: border-width border-style border-color; \*/

  border: 5px solid green;

}

#border{

  border-top-style:solid;

  border-top-width :10px;

  border-top-color:red;

}

#border{

 border: 5px solid green;

 border-radius:10px;

}

#border{

 border: 5px solid green;

 border-radius:50%;

}

#border{

 border: 5px solid green;

 /\*border-radius:10px 20px; top bottom left right \*/

 border-radius:10px 20px;

}

#border{

 border: 5px solid green;

 border-top-left-radius:10px;

}

#border{

 border: 5px solid green;

 border-bottom-right-radius:10px;

}

# CSS Height and Width

The CSS height and width properties are used to set the height and width of an element.

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

    <!-- <style>

        p{

            color:blue;

        }

    </style> -->

</head>

<body>

   <div id="div1">

    Lorem ipsum dolor sit amet consectetur, adipisicing elit. Blanditiis optio ducimus, animi possimus veniam ipsa sit dignissimos eius quibusdam iure repellat nemo, neque, illo velit deleniti asperiores recusandae exercitationem totam.

    </div>

</body>

</html>

**mystyle.css**

#div1{

  background-color: blueviolet;

  height:500px;

  width:500px;

}

#div1{

  background-color: blueviolet;

  height:500px;

  width:70%;/\* 70% of the container and container of div is body \*/

}

# max-width

The **max-width** CSS property sets the maximum width of an element. It prevents the used value of the width property from becoming larger than the value specified by max-width.

#div1{

  background-color: blueviolet;

  height:500px;

  width:70%;/\* 70% of the container and container of div is body \*/

  max-width:500px;

 }

#div1{

  background-color: blueviolet;

  height:20%; /\* 20% of the container and container of div is body \*/

  width:70%;/\* 70% of the container and container of div is body \*/

  max-width:500px;

}

body{

    border:1px solid red;

    height:1000px;

}

#div1{

  background-color: blueviolet;

  height:20%; /\* 20% of the container and container of div is body \*/

  width:70%;/\* 70% of the container and container of div is body \*/

  max-width:500px;

}

body{

    border:1px solid red;

    height:1000px;

}

#div1{

  background-color: blueviolet;

  height:50%; /\* 50% of the container and container of div is body \*/

  width:70%;/\* 70% of the container and container of div is body \*/

  max-width:500px;

}

body{

    border:1px solid red;

    height:1000px;

}

#div1{

  background-color: blueviolet;

  height:50%; /\* 20% of the container and container of div is body \*/

  width:70%;/\* 70% of the container and container of div is body \*/

  max-width:500px;

  max-height:300px;

}

body{

    border:1px solid red;

    height:1000px;

}

#div1{

  background-color: blueviolet;

 /\* height:50%;  20% of the container and container of div is body \*/

  width:70%;/\* 70% of the container and container of div is body \*/

  /\* max-width:500px;

  max-height:300px; \*/

  min-height:300px;

}

body{

    border:1px solid red;

    height:1000px;

}

#div1{

  background-color: blueviolet;

 /\* height:50%;  20% of the container and container of div is body \*/

  width:70%;/\* 70% of the container and container of div is body \*/

  /\* max-width:500px;

  max-height:300px; \*/

  min-width:1000px;

  min-height:300px;

}

## **CSS Padding**

Padding is used to create space around an element's content, inside of any defined borders.

The CSS padding properties are used to generate space around an element's content, inside of any defined borders.

With CSS, you have full control over the padding. There are properties for setting the padding for each side of an element (top, right, bottom, and left).

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

    <!-- <style>

        p{

            color:blue;

        }

    </style> -->

</head>

<body>

   <div id="div1">

    <p>

    Lorem ipsum dolor sit amet consectetur, adipisicing elit. Blanditiis optio ducimus, animi possimus veniam ipsa sit dignissimos eius quibusdam iure repellat nemo, neque, illo velit deleniti asperiores recusandae exercitationem totam.

</p>

</div>

</body>

</html>

Mystyle.css

#div1{

    border: 1px solid red;

}

#div1{

    border: 1px solid red;

    padding-top:50px;

}

#div1{

    border: 1px solid red;

    padding-top:50px;

    padding-bottom:20px;

}

#div1{

    border: 1px solid red;

    /\* padding-top:50px;

    padding-bottom:20px;

    padding-left:10%;

    padding-right:20%; \*/

    padding:25px /\* for all four sides \*/

}

#div1{

    border: 1px solid red;

    /\* padding-top:50px;

    padding-bottom:20px;

    padding-left:10%;

    padding-right:20%; \*/

    padding:25px 50px; /\* for top and bottom left and right \*/

}

#div1{

    border: 1px solid red;

    /\* padding-top:50px;

    padding-bottom:20px;

    padding-left:10%;

    padding-right:20%; \*/

    padding:25px 50px 30px 70px; /\* for top right bottom left \*/

}

# CSS Margins

Margins are used to create space around elements, outside of any defined borders.

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

    <!-- <style>

        p{

            color:blue;

        }

    </style> -->

</head>

<body>

   <div class="div1">

    <p>

    Lorem ipsum dolor sit amet consectetur, adipisicing elit. Blanditiis optio ducimus, animi possimus veniam ipsa sit dignissimos eius quibusdam iure repellat nemo, neque, illo velit deleniti asperiores recusandae exercitationem totam.

</p>

</div>

<div class="div1" id="marg">

    <p>

    Lorem ipsum dolor sit amet consectetur, adipisicing elit. Blanditiis optio ducimus, animi possimus veniam ipsa sit dignissimos eius quibusdam iure repellat nemo, neque, illo velit deleniti asperiores recusandae exercitationem totam.

</p>

</div>

<div class="div1">

    <p>

    Lorem ipsum dolor sit amet consectetur, adipisicing elit. Blanditiis optio ducimus, animi possimus veniam ipsa sit dignissimos eius quibusdam iure repellat nemo, neque, illo velit deleniti asperiores recusandae exercitationem totam.

</p>

</div>

</body>

</html>

Mystyle.css

.div1{

    border: 1px solid red;

    /\* padding-top:50px;

    padding-bottom:20px;

    padding-left:10%;

    padding-right:20%; \*/

    padding:25px 50px 30px 70px; /\* for top right bottom left \*/

}

body{

    border:5px dotted black;

}

.div1{

    border: 1px solid red;

    /\* padding-top:50px;

    padding-bottom:20px;

    padding-left:10%;

    padding-right:20%; \*/

    padding:25px 50px 30px 70px; /\* for top right bottom left \*/

}

body{

    border:5px dotted black;

}

#marg{

    margin-top:50px;

}

.div1{

    border: 1px solid red;

    /\* padding-top:50px;

    padding-bottom:20px;

    padding-left:10%;

    padding-right:20%; \*/

    padding:25px 50px 30px 70px; /\* for top right bottom left \*/

}

body{

    border:5px dotted black;

}

#marg{

    margin-top:50px;

    margin-bottom:20px;

    margin-left:60px;

    margin-right:10%;

}

.div1{

    border: 1px solid red;

    /\* padding-top:50px;

    padding-bottom:20px;

    padding-left:10%;

    padding-right:20%; \*/

    padding:25px 50px 30px 70px; /\* for top right bottom left \*/

}

body{

    border:5px dotted black;

}

#marg{

    /\* margin-top:50px;

    margin-bottom:20px;

    margin-left:60px;

    margin-right:10%; \*/

    margin:25px; /\* for each side \*/

}

.div1{

    border: 1px solid red;

    /\* padding-top:50px;

    padding-bottom:20px;

    padding-left:10%;

    padding-right:20%; \*/

    padding:25px 50px 30px 70px; /\* for top right bottom left \*/

}

body{

    border:5px dotted black;

}

#marg{

    /\* margin-top:50px;

    margin-bottom:20px;

    margin-left:60px;

    margin-right:10%; \*/

    margin:25px 15px; /\* for Top bottom and left right \*/

}

.div1{

    border: 1px solid red;

    padding:25px 50px 30px 70px; /\* for top right bottom left \*/

}

body{

    border:5px dotted black;

}

#marg{

    margin:25px 15px 40px 60px; /\* for Top right bottom left \*/

}

In padding we can’t give minus value but in margin we can give negative value.

.div1{

    border: 1px solid red;

    padding:25px 50px 30px 70px; /\* for top right bottom left \*/

}

body{

    border:5px dotted black;

}

#marg{

    margin-top:-30px;

    margin-bottom:20px;

    margin-left:60px;

    margin-right:10%;

}

.div1{

    border: 1px solid red;

    padding:25px 50px 30px 70px; /\* for top right bottom left \*/

}

body{

    border:5px dotted black;

}

#marg{

   width:200px;

   margin:auto /\* to make div in center \*/

}

.div1{

    border: 1px solid red;

    padding:25px 50px 30px 70px; /\* for top right bottom left \*/

}

body{

    border:5px dotted black;

}

#marg{

   width:200px;

   margin:20px auto /\* to make div in center and top and bottom 20 px \*/

}

## **Margin Collapse**

Top and bottom margins of elements are sometimes collapsed into a single margin that is equal to the largest of the two margins.

This does not happen on left and right margins! Only top and bottom margins!

**Example**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

    <!-- <style>

        p{

            color:blue;

        }

    </style> -->

</head>

<body>

   <div class="div1" id="colsp">

    <p>

    Lorem ipsum dolor sit amet consectetur, adipisicing elit. Blanditiis optio ducimus, animi possimus veniam ipsa sit dignissimos eius quibusdam iure repellat nemo, neque, illo velit deleniti asperiores recusandae exercitationem totam.

</p>

</div>

<div class="div1" id="marg">

    <p>

    Lorem ipsum dolor sit amet consectetur, adipisicing elit. Blanditiis optio ducimus, animi possimus veniam ipsa sit dignissimos eius quibusdam iure repellat nemo, neque, illo velit deleniti asperiores recusandae exercitationem totam.

</p>

</div>

</body>

</html>

**Mystyle.css**

.div1{

    border: 1px solid red;

    padding:25px 50px 30px 70px; /\* for top right bottom left \*/

}

body{

    border:5px dotted black;

}

#marg{

}

#colsp{

}

.div1{

    border: 1px solid red;

    padding:25px 50px 30px 70px; /\* for top right bottom left \*/

}

#marg{

}

#colsp{

margin-bottom:30px;

}

**This is margin collapse**

Top and bottom margins of elements are sometimes collapsed into a single margin that is equal to the largest of the two margins.

This does not happen on left and right margins! Only top and bottom margins!

.div1{

    border: 1px solid red;

    padding:25px 50px 30px 70px; /\* for top right bottom left \*/

}

#marg{

   margin-top:50px;

}

#colsp{

margin-bottom:30px;

}

CSS Text

CSS has a lot of properties for formatting text.

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

   <div id="text">

    <p>

    Lorem ipsum dolor sit amet consectetur, adipisicing elit. Blanditiis optio ducimus, animi possimus veniam ipsa sit dignissimos eius quibusdam iure repellat nemo, neque, illo velit deleniti asperiores recusandae exercitationem totam.

</p>

</div>

</body>

</html>

# CSS text-indent Property

Indent the first line of text with different values:

#text{

    width:500px;

    height:300px;

    border:1px solid black;

    text-indent: 50px;

}

# Letter-spacing

The CSS letter-spacing property **helps developers control the amount of white space between characters**.

#text{

    width:500px;

    height:300px;

    border:1px solid black;

    letter-spacing:10px;

}

# Word-spacing

The word-spacing property increases or decreases the white space between words

#text{

    width:500px;

    height:300px;

    border:1px solid black;

    word-spacing:10px;

}

# CSS white-space Property

The white-space property specifies how white-space inside an element is handled. By default value is normal.

If we want to force the browser to display those line breaks and extra white space characters we can use white-space: pre; It’s called pre because the behaviour is that as if you had wrapped the text in <pre></pre> tags (which by default handle white space and line breaks that way).

Example:

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

   <div id="text">

    <p>

    Lorem ipsum dolor       sit amet consectetur, adipisicing elit. Blanditiis optio ducimus,

    animi possimus veniam ipsa sit dignissimos eius quibusdam iure repellat nemo, neque,

    illo velit deleniti asperiores recusandae exercitationem totam.

</p>

</div>

</body>

</html>

**Mystyle.css**

#text{

    width:500px;

    height:300px;

    border:1px solid black;

    white-space:pre;

}

If we want to prevent the text from wrapping, you can apply white-space: nowrap;

#text{

    width:500px;

    height:300px;

    border:1px solid black;

    white-space:nowrap;

}

# CSS word-wrap Property

Allow long words to be able to break and wrap onto the next line:

Html file

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

   <div id="text">

    <p>

    Lorem ipsum dolor sit amet consectetur adipisicing elit. Maxime quas errorabchhghghhghghghhghhhghghhg deserunt animi. Aliquam voluptatum voluptate exercitationem quis, expedita deleniti atque debitis voluptatem pariatur ex autem. Optio debitis excepturi cum.

</p>

</div>

</body>

</html>

Mystyle.css

#text{

    width:200px;

    height:300px;

    border:1px solid black;

    word-wrap: break-word;

}

#text{

    width:200px;

    height:300px;

    border:1px solid black;

    word-wrap: normal;

}

# CSS text-shadow Property

The text-shadow property adds shadow to text.

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

   <div id="text">

    <p>

    Lorem ipsum dolor sit amet consectetur adipisicing elit. Maxime quas errorabchhghghhghghghhghhhghghhg deserunt animi. Aliquam voluptatum voluptate exercitationem quis, expedita deleniti atque debitis voluptatem pariatur ex autem. Optio debitis excepturi cum.

</p>

</div>

<p id="shadow">lorem ipsum</p>

</body>

</html>

Mystyle.css

#text{

    width:200px;

    height:300px;

    border:1px solid black;

    word-wrap: break-word;

}

#shadow{

    font-size: 70px;

    /\* text-shadow: horizontal distance vertical distance blurr in pixel color of the shadow  \*/

    text-shadow:5px 10px 5px red;

}

# Box Shadow

The CSS box-shadow property is used to apply one or more shadows to an element.In its simplest use, we can only specify a horizontal and a vertical shadow. The default color of the shadow is the current text-color.

Specify a horizontal and a vertical shadow:

div {

box-shadow: 10px 10px;

}

**Specify a color for the shadow:**

div {

box-shadow: 10px 10px lightblue;

}

**Add a Blur Effect to the Shadow**

The blur parameter defines the blur radius. The higher the number, the more blurred the shadow will be.

div {

box-shadow: 10px 10px 5px lightblue;

}

**Set the Spread Radius of the Shadow**

The spread parameter defines the spread radius. A positive value increases the size of the shadow, a negative value decreases the size of the shadow.

Example

div {

box-shadow: 10px 10px 5px 12px lightblue;

}

**Set the inset Parameter**

The inset parameter changes the shadow from an outer shadow (outset) to an inner shadow.

Add the inset parameter:

div {

box-shadow: 10px 10px 5px lightblue inset;

}

**Add Multiple Shadows**

An element can also have multiple shadows:

Example

div {

box-shadow: 5px 5px blue, 10px 10px red, 15px 15px green;

}

Writing-mode CSS

## Featured snippet from the web

The writing-mode CSS property **sets whether lines of text are laid out horizontally or vertically, as well as the direction in which blocks progress**. When set for an entire document

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

   <p id="text">Lorem Ipsum</p>

</body>

</html>

Mystyle.css

#text{

    width:500px;

    border:1px solid black;

/\* writing left to right \*/

    writing-mode: vertical-lr;

}

#text{

    width:500px;

    border:1px solid black;

    /\*writing right to left \*/

    writing-mode: vertical-rl;

}

# CSS Links

In addition, links can be styled differently depending on what **state** they are in.

The four links states are:

* a:link - a normal, unvisited link
* a:visited - a link the user has visited
* a:hover - a link when the user mouses over it
* a:active - a link the moment it is clicked

The active state will be at the last in practice

The link and visted state will always be before hover tag

For example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

   <!-- Facebook site is already visited -->

   <a href="https://www.facebook12345.com">Facebook</a>

</body>

</html>

Mystyle.css

a{

    text-decoration: none;

}

/\* unvisited link \*/  
a:link {  
  color: red;  
}  
  
/\* visited link \*/  
a:visited {  
  color: green;  
}  
  
/\* mouse over link \*/  
a:hover {  
  color: hotpink;  
}  
  
/\* selected link \*/  
a:active {  
  color: blue;  
}

Another Example

<!DOCTYPE html>

<html lang="en">

<head>

    <meta charset="UTF-8">

    <meta name="viewport" content="width=device-width, initial-scale=1.0">

    <title>Document</title>

    <link rel="stylesheet" href="link.css">

</head>

<body>

    <h2>Link</h2>

    <hr>

    <a href="#">Yahoo!</a><br><br>

    <a href="#">Instagram!</a><br><br>

    <a href="#">Bingo !</a>

</body>

</html>

Link.css

body{

    font-family:tahoma;

    font-size:40px;

    text-align:center;

}

a{

    text-decoration: none;

    background:rgba(255,0,0,.5);

    padding:10px 20px;

}

a:link {

    color:green;

}

a:visited {

    color:red;

}

a:hover{

    color:white;

    background:red;

}

a:active {

    color:magenta;

}

# Pseudo-classes

A Pseudo class in CSS is used to define the special state of an element. It can be combined with a CSS selector to add an effect to existing elements based on their states. For Example, changing the style of an element when the user hovers over it, or when a link is visited. All of these can be done using Pseudo Classes in CSS.

Note that pseudo-class names are not case-sensitive.

Syntax:

selector: pseudo-class{

property: value;

}

**:hover Pseudo-class**: This pseudo-class is used to add a special effect to an element when our mouse pointer is over it. The below example demonstrates that when your mouse enters the box area, its background color changes from yellow to orange. For example

.box:hover {

background-color: orange;

}

**:active Pseudo-class:** This pseudo-class is used to select an element that is activated when the user clicks on it. The following example demonstrates that when you click on the box, its background color changes for a moment.

**:focus Pseudo-class:** This pseudo-class is used to select an element that is currently focused by the user. It works on user input elements used in forms and is triggered as soon as the user clicks on it. In the following example, the background color of the input field which is currently focused changes.

<!DOCTYPE html>

<html>

<head>

<style>

input:focus {

  background-color: yellow;

}

</style>

</head>

<body>

<form action="" method="get">

  First name: <input type="text" name="fname"><br><br>

  Last name: <input type="text" name="lname"><br><br>

  <input type="submit" value="Submit">

</form>

</body>

</html>

**:visited Pseudo-class:** This pseudo-class is used to select the links which have been already visited by the user. In the following example, the color of the link changes once it is visited.

**:not pseudo-class:** This pseudo-class is used to select elements that do not match a specific selector.

<!DOCTYPE html>

<html>

  <head>

    <title>Title of the document</title>

    <style>

      p {

        color: red;

      }

      :not(p) {

        color: #8ebf42;

      }

    </style>

  </head>

  <body>

    <h2>:not() selector example</h2>

    <p>Lorem Ipsum is simply dummy text</p>

    <p>Lorem Ipsum is simply dummy text</p>

    <div>Lorem Ipsum is simply dummy text</div>

    <a href="https://www.google.com" target="\_blank">google.com</a>

  </body>

</html>

# :target pseudo-class: URLs with an # followed by an anchor name link to a certain element within a document. The element being linked to is the target element.

The :target selector can be used to style the current active target element.

<!DOCTYPE html>

<html>

<head>

<style>

:target {

  border: 2px solid #D4D4D4;

  background-color: #e5eecc;

}

</style>

</head>

<body>

<h1>This is a heading</h1>

<p><a href="#news1">Jump to New content 1</a></p>

<p><a href="#news2">Jump to New content 2</a></p>

<p>Click on the links above and the :target selector highlight the current active HTML anchor.</p>

<p id="news1"><b>New content 1...</b></p>

<p id="news2"><b>New content 2...</b></p>

</body>

</html>

# pseudo-class

<!DOCTYPE html>

<html>

<head>

    <style>

        /\* div.container p:first-child{

            color:red;

        }

        div.container p:last-child{

            color:green;

        }

        div.container p:first-of-type{

            color:blue;

        } \*/

        /\* div.container p:last-of-type{

            color:orange;

            font-size:15px;

        } \*/

        /\* div.container p:nth-child(2){

            color:magenta;

            font-size:18px;

        } \*/

        /\* div.container p:nth-child(even){

            color:magenta;

            font-size:18px;

        } \*/

        /\* div.container p:nth-child(odd){

            color:magenta;

            font-size:18px;

        } \*/

        /\* represent every even number \*/

        /\* div.container p:nth-child(2n){

            color:magenta;

            font-size:18px;

        } \*/

        /\* represent every odd number n start from zero \*/

        /\* div.container p:nth-child(2n+1){

            color:magenta;

            font-size:18px;

        } \*/

        /\* div.container p:nth-last-child(2){

            color:magenta;

            font-size:18px;

        } \*/

        /\* div.container :only-of-type{

            color:magenta;

            font-size:18px;

        } \*/

        div.container :only-child{

            color:magenta;

            font-size:18px;

        }

        div.container :empty{

            color:white;

            background:red;

            width:200px;

            height:50px;

        }

        div.box1 :not(p){

            color:red

        }

    </style>

</head>

<body>

<div class="container">

    <div class="box1">

        <h1>Heading 1</h1>

        <p>Para 1</p>

        <p>Para 2</p>

        <p>Para 3</p>

        <p>Para 4</p>

        <p></p>

    </div>

    <p>Container Para 1</p>

    <p>Container Para 2</p>

    <div class="box2">

        <p>Box2 para 1</p>

        <p>Box2 para 2</p>

        <p>Box2 para 3</p>

    </div>

    <div class="box3">

        <p>Box3 para 1</p>

    </div>

</div>

</body>

</html>

# :first-child Selector (pseudo-class)

Select and style every <p> element that is the first child of its parent:

p:first-child {

background-color: yellow;

}

The :first-child selector is used to select the specified selector, only if it is the first child of its parent.

# :last-child Selector (pseudo-class)

Specify a background color for the <p> element that is the last child of its parent:

p:last-child {

background: #ff0000;

}

The :last-child selector matches every element that is the last child of its parent.

# :first-of-type Selector(pseudo-class)

Specify a background color for the first <p> element of its parent:

p:first-of-type {

background: red;

}

The :first-of-type selector matches every element that is the first child, of a particular type, of its parent.

# :last-of-type Selector(pseudo-class)

# Specify a background color for the last <p> element of its parent:

# p:last-of-type {

# background: #ff0000;

# }

The :last-of-type selector matches every element that is the last child, of a particular type, of its parent.

# :nth-child() Selector (pseudo-class)

The :nth-child(n) selector matches every element that is the nth child of its parent.

# <!DOCTYPE html>

# <html>

# <head>

# <style>

# /\* Selects the second element of div siblings \*/

# div:nth-child(2) {

# background: red;

# }

# /\* Selects the second li element in a list \*/

# li:nth-child(2) {

# background: lightgreen;

# }

# /\* Selects every third element among any group of siblings \*/

# :nth-child(3) {

# background: yellow;

# }

# </style>

# </head>

# <body>

# <div>

# <p>This is div 1.</p>

# </div>

# <div>

# <p>This is div 2.</p>

# </div>

# <div>

# <p>This is div 3.</p>

# </div>

# <ul>

# <li>First list item</li>

# <li>Second list item</li>

# <li>Third list item</li>

# <li>Fourth list item</li>

# <li>Fifth list item</li>

# </ul>

# </body>

# </html>

# :nth-last-child() Selector (pseudo-class)

# Specify a background color for every <p> element that is the second child of its parent, counting from the last child:

# p:nth-last-child(2) {

# background: red;

# }

The :nth-last-child(n) selector matches every element that is the nth child, of its parent, counting from the last child.

# :only-of-type Selector (pseudo-class)

Specify a background color for every <p> element that is the only child of its type, of its parent:

p:only-of-type {

background: #ff0000;

}

The :only-of-type selector matches every element that is the only child of its type, of its parent.

# :only-child Selector (pseudo-class)

Specify a background color for every <p> element that is the only child of its parent:

p:only-child {

background: #ff0000;

}

The :only-child selector matches every element that is the only child of its parent.

# :empty Selector (pseudo-class)

Specify a background color for empty <p> elements:

p:empty {

background: #ff0000;

}

# :not Selector (pseudo-class)

Set a background color for all elements that are not a <p> element:

:not(p) {

background: #ff0000;

}

The :not(selector) selector matches every element that is NOT the specified element/selector.

It search inside container div search for first p child of the parent (neither container parent have first child is p neither box1 contain first child p tag . The box2 parent contain first child p tag so its color will changed to red)

Example of :only-of-type

<!DOCTYPE html>

<html>

<head>

<style>

p:only-of-type {

background: red;

}

</style>

</head>

<body>

<div><p>This is a paragraph.</p></div>

<div><p>This is a paragraph.</p><p>This is a paragraph.</p></div>

</body>

</html>

# CSS Fonts

**Example**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

   <h1>Heading</h1>

   <p>Lorem ipsum dolor sit amet consectetur adipisicing elit. Aliquid, in facilis esse cum tempore tempora doloremque, doloribus eaque odio nihil magnam eius nesciunt? Tempora ipsam soluta at molestiae? Tempore, officia.</p>

</body>

</html>

Mystyle.css

h1{

}

p{

    font-size:30px;

}

h1{

    font-weight:200px;

}

p{

    font-size:30px;

    font-weight: bold;

}

h1{

    font-weight:200px;

}

p{

    font-size:30px;

    font-weight: regular;

}

h1{

    font-weight:200;

}

p{

    font-size:30px;

    font-weight: regular;

}

h1{

    font-weight:200px;

}

p{

    font-size:30px;

    font-weight: regular;

    font-style:italic

}

# CSS font-variant Property

Set a paragraph to a small-caps font.

In a small-caps font, all lowercase letters are converted to uppercase letters. However, the converted uppercase letters appears in a smaller font size than the original uppercase letters in the text.

The font-variant property specifies whether or not a text should be displayed in a small-caps font.

p{

    font-variant: small-caps;

}

## **The CSS font-family Property**

In CSS, we use the font-family property to specify the font of a text.

**Note**: If the font name is more than one word, it must be in quotation marks, like: "Times New Roman".

**Tip:** The font-family property should hold several font names as a "fallback" system, to ensure maximum compatibility between browsers/operating systems. Start with the font you want, and end with a generic family (to let the browser pick a similar font in the generic family, if no other fonts are available). The font names should be separated with comma.

**<!DOCTYPE html>**

**<html>**

**<head>**

**<style>**

**.p1 {**

**font-family: "Times New Roman", Times, serif;**

**}**

**.p2 {**

**font-family: Arial, Helvetica, sans-serif;**

**}**

**.p3 {**

**font-family: "Lucida Console", "Courier New", monospace;**

**}**

**</style>**

**</head>**

**<body>**

**<h1>CSS font-family</h1>**

**<p class="p1">This is a paragraph, shown in the Times New Roman font.</p>**

**<p class="p2">This is a paragraph, shown in the Arial font.</p>**

**<p class="p3">This is a paragraph, shown in the Lucida Console font.</p>**

**</body>**

**</html>**

# CSS Web Safe Fonts

## **What are Web Safe Fonts?**

Web safe fonts are fonts that are universally installed across all browsers and devices.

## **Fallback Fonts**

However, there are no 100% completely web safe fonts. There is always a chance that a font is not found or is not installed properly.

Therefore, it is very important to always use fallback fonts.

This means that you should add a list of similar "backup fonts" in the font-family property. If the first font does not work, the browser will try the next one, and the next one, and so on. Always end the list with a generic font family name.

<!DOCTYPE html>

<html>

<head>

<style>

p {

font-family: Tahoma, Verdana, sans-serif;

}

</style>

</head>

<body>

<h1>CSS Fallback Fonts</h1>

<p>This is a paragraph.</p>

<p>This is another paragraph.</p>

</body>

</html>

### Example

Here, there are three font types: Tahoma, Verdana, and sans-serif. The second and third fonts are backups, in case the first one is not found.

## **Best Web Safe Fonts for HTML and CSS**

The following list are the best web safe fonts for HTML and CSS:

* Arial (sans-serif)
* Verdana (sans-serif)
* Tahoma (sans-serif)
* Trebuchet MS (sans-serif)
* Times New Roman (serif)
* Georgia (serif)
* Garamond (serif)
* Courier New (monospace)
* Brush Script MT (cursive)

# Web Fonts

Web fonts allow Web designers to use fonts that are not installed on the user's computer.

Google Fonts launched in 2010, quickly becoming the Internet’s largest, free, open-source selection of fonts. All Google Fonts are free for commercial and personal use. The Google Fonts website makes it easy for anyone to quickly select and utilize different fonts for their own design needs.

How to Use Google Fonts — Step by step

Go to the Google Fonts website(https://fonts.google.com/)

# CSS Cursor

The cursor property specifies the mouse cursor to be displayed when pointing over an element.

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

   <div>

      <p>This is text</p>

   </div>

</body>

</html>

Mystyle.css

div{

    border:1px solid red;

    cursor:auto;/\* default \*/

}

div{

    border:1px solid red;

    cursor:all-scroll;

}

div{

    border:1px solid red;

    cursor:cell;

}

div{

    border:1px solid red;

    cursor:col-resize;

}

div{

    border:1px solid red;

    cursor:crosshair;

}

div{

    border:1px solid red;

    cursor:e-resize;

}

div{

    border:1px solid red;

    cursor:grab;

}

div{

    border:1px solid red;

    cursor:help;

}

div{

    border:1px solid red;

    cursor:not-allowed;

}

div{

    border:1px solid red;

    cursor:pointer;

}

div{

    border:1px solid red;

    cursor:progress;

}

div{

    border:1px solid red;

    cursor:zoom-in;

}

div{

  border:1px solid red;

  height:200px;

  width:400px;

  cursor:url('image/android.png'),pointer;

}

**Cursor Program**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

 <div id="main-div">

  <div id="heading">

  <h1>The Cursors of CSS</h1>

</div>

  <div class="cursors">

      <div class="auto">auto</div>

      <div class="default">default</div>

      <!-- <div class="none">none</div> -->

      <!-- <div class="context-menu">context-menu</div> -->

      <div class="help">help</div>

      <div class="pointer">pointer</div>

      <div class="progress">progress</div>

      <div class="wait">wait</div>

      <div class="cell">cell</div>

      <div class="crosshair">crosshair</div>

      <div class="text">text</div>

      <div class="vertical-text">vertical-text</div>

      <div class="alias">alias</div>

      <div class="copy">copy</div>

      <div class="move">move</div>

      <div class="no-drop">no-drop</div>

      <div class="not-allowed">not-allowed</div>

      <div class="all-scroll">all-scroll</div>

      <div class="col-resize">col-resize</div>

      <div class="row-resize">row-resize</div>

      <div class="n-resize">n-resize</div>

      <div class="s-resize">s-resize</div>

      <div class="e-resize">e-resize</div>

      <div class="w-resize">w-resize</div>

      <div class="ns-resize">ns-resize</div>

      <div class="ew-resize">ew-resize</div>

      <div class="ne-resize">ne-resize</div>

      <div class="nw-resize">nw-resize</div>

      <div class="se-resize">se-resize</div>

      <div class="sw-resize">sw-resize</div>

      <div class="nesw-resize">nesw-resize</div>

      <div class="nwse-resize">nwse-resize</div>

  </div>

</div>

</body>

</html>

**mystyle.css**

.auto            { cursor: auto; }

.default         { cursor: default; }

.none            { cursor: none; }

.context-menu    { cursor: context-menu; }

.help            { cursor: help; }

.pointer         { cursor: pointer; }

.progress        { cursor: progress; }

.wait            { cursor: wait; }

.cell            { cursor: cell; }

.crosshair       { cursor: crosshair; }

.text            { cursor: text; }

.vertical-text   { cursor: vertical-text; }

.alias           { cursor: alias; }

.copy            { cursor: copy; }

.move            { cursor: move; }

.no-drop         { cursor: no-drop; }

.not-allowed     { cursor: not-allowed; }

.all-scroll      { cursor: all-scroll; }

.col-resize      { cursor: col-resize; }

.row-resize      { cursor: row-resize; }

.n-resize        { cursor: n-resize; }

.e-resize        { cursor: e-resize; }

.s-resize        { cursor: s-resize; }

.w-resize        { cursor: w-resize; }

.ns-resize       { cursor: ns-resize; }

.ew-resize       { cursor: ew-resize; }

.ne-resize       { cursor: ne-resize; }

.nw-resize       { cursor: nw-resize; }

.se-resize       { cursor: se-resize; }

.sw-resize       { cursor: sw-resize; }

.nesw-resize     { cursor: nesw-resize; }

.nwse-resize     { cursor: nwse-resize; }

body {

  text-align: center;

font-family: "Segoe UI", Roboto, Helvetica, Arial, sans-serif, "Apple Color Emoji", "Segoe UI Emoji", "Segoe UI Symbol";

display:flex;

justify-content:center;

}

#heading{

  display:flex;

  justify-content:center;

  width:100%;

  height:70px;

  /\* background:yellow; \*/

}

.cursors {

  display: flex;

  flex-wrap: wrap;

  width:100%;

  justify-content:space-around;

}

#main-div{

  display:flex;

  width:60%;

  flex-direction:column;

  justify-content:space-between;

  /\* background:aqua; \*/

  height:570px;

}

.cursors div {

  padding: 10px 2px;

  width:190px;

  justify-content:space-around;

  border: 1px solid teal;

  border-radius: 5px;

  margin: 0 5px 5px 0;

}

.cursors div:hover {

  background: #eee;

}

# CSS The !important Rule

## **What is !important?**

The !important rule in CSS is used to add more importance to a property/value than normal.

In fact, if you use the !important rule, it will override ALL previous styling rules for that specific property on that element!

**An element having all three selector element,class and id and all the selector point to color , then priority order will be**

* **Id**
* **Class**
* **Element**

**Example**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

   <div>

      <p>This is text</p>

   </div>

</body>

</html>

**Mystyle.css**

div{

    border:1px solid red;

}

**Now take two div in the mystyle.css file**

div{

    border:1px solid red;

}

div{

    border:1px solid green;

}

**Now border color will be green due to order**

**Now html file add inline style sheet**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

   <div style="border: 1px solid yellow;">

      <p>This is text</p>

   </div>

</body>

</html>

**Now the border will become yellow due to inline style sheet**

**Now apply importance on first div**

div{

    border:1px solid red !important;

}

div{

    border:1px solid green;

}

**Now it will override all the order and rules and make the border red**

div{

    border:1px solid green;

    width:500px;

    background-color:yellowgreen;

    margin:100px;

    padding:20px;

    /\* box-shadow: x axis y-asxis blur spread-radius color\*/

    box-shadow: 10px 10px 15px 3px gray;

}

# CSS Opacity / Transparency

The opacity property specifies the opacity/transparency of an element.

## **Transparent Image**

The opacity property can take a value from 0.0 - 1.0. The lower the value, the more transparent:

For example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

   <div id="color-box">

   </div>

   <img src="image/bird.jpg" alt="" />

</body>

</html>

Mystyle.css

#color-box

{

    background-color: green;

    height:200px;

    width:500px;

}

**To make box fully transparent write opacity:0**

#color-box

{

    background-color: green;

    height:200px;

    width:500px;

    margin-bottom: 20px;

    opacity:0;

}

**Make box half transparent**

#color-box

{

    background-color: green;

    height:200px;

    width:500px;

    margin-bottom: 20px;

    opacity:0.5;

}

#color-box

{

    background-color: green;

    height:200px;

    width:500px;

    margin-bottom: 20px;

    opacity:0.5;

}

img{

    opacity:0.3;

}

**To make image on hover**

#color-box

{

    background-color: green;

    height:200px;

    width:500px;

    margin-bottom: 20px;

    opacity:0.5;

}

img:hover{

    opacity:0.7;

}

**Now take another example**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

   <div id="color-box">

   </div>

   <div id="red-box"></div>

</body>

</html>

**Mystyle.css**

#color-box

{

    background-color: green;

    height:200px;

    width:500px;

    margin-bottom: 20px;

    opacity:0.5;

}

#red-box{

    height:300px;

    width:200px;

    background-color:red;

    margin-top:-100px;

}

# CSS filter Property

The filter property defines visual effects (like blur and saturation) to an element (often <img>)

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

  <img src="image/bird.jpg" alt=""/>

</body>

</html>

**Mystyle.css**

img{

    filter:blur(10px);/\* radius in pixels \*/

}

**Brightness**

img{

    filter:brightness(50%); /\*Brightness in percentage \*/

}

**Contrastness**

img{

    filter:contrast(70%);/\*in percentage \*/

}

**Drop-Shadow**

img{

    /\* drop-shadow(horizontal in pixel vertical in pixel blur shadow color) \*/

    filter:drop-shadow(8px 8px 5px red);

}

**Grayscale**

img{

   filter:grayscale(80%);

}

|  |  |
| --- | --- |
| invert(*%*) | Inverts the samples in the image.  0% (0) is default and represents the original image. 100% will make the image completely inverted.  **Note:** Negative values are not allowed. |

img{

   filter:invert(80%);

}

**Opacity**

img{

   filter:opacity(30%);

}

**Applying more then one filter at a time**

img{

   filter:brightness(30%),contrast(80%);

}

# CSS Gradient

CSS gradients let you display smooth transitions between two or more specified colors.

CSS defines two types of gradients:

* **Linear Gradients (goes down/up/left/right/diagonally)**
* **Radial Gradients (defined by their center)**

## **CSS Linear Gradients**

To create a linear gradient you must define at least two color stops. Color stops are the colors you want to render smooth transitions among. You can also set a starting point and a direction (or an angle) along with the gradient effect.

### Syntax

background-image: linear-gradient(direction, color-stop1, color-stop2, ...);

Gradients belong to the image data type, they can only be used where images can be used. For this reason, linear-gradient property won't work on background-color property and other properties that use the color data type.

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

 <div id="div1">

 </div>

</body>

</html>

Mystyle.css

#div1{

   height:500px;

   border:1px solid gray;

   background-image: linear-gradient(red,yellow);

}

Default direction from top to bottom to change from bottom to top write following

#div1{

   height:500px;

   border:1px solid gray;

   background-image: linear-gradient(to top,red,yellow);

}

Now change direction left to right

#div1{

   height:500px;

   border:1px solid gray;

   background-image: linear-gradient(to right ,red,yellow);

}

Now change direction right to left

#div1{

   height:500px;

   border:1px solid gray;

   background-image: linear-gradient(to left ,red,yellow);

}

Now change direction from one corner (top left) to another corner (bottom right)

#div1{

   height:500px;

   border:1px solid gray;

   background-image: linear-gradient(to bottom right ,red,yellow);

}

Now change to bottom left

#div1{

   height:500px;

   border:1px solid gray;

   background-image: linear-gradient(to bottom left ,red,yellow);

}

Now change to top left,top right

Now change direction to degree

#div1{

   height:500px;

   border:1px solid gray;

   background-image: linear-gradient(45deg ,red,yellow);

}

#div1{

   height:500px;

   border:1px solid gray;

   background-image: linear-gradient(120deg ,red,yellow);

}

#div1{

   height:500px;

   border:1px solid gray;

   background-image: linear-gradient(150deg ,red,yellow);

}

# we can add multiple colors to linear gradient

#div1{

  height:500px;

  border:1px solid gray;

  background-image: linear-gradient(to right,red,orange,yellow,green,blue,indigo,violet);

}

Now change to -45 degree

#div1{

  height:500px;

  border:1px solid gray;

  background-image: linear-gradient(-45deg,red,orange,yellow,green,blue,indigo,violet);

}

We can give percentage to the color

#div1{

  height:500px;

  border:1px solid gray;

  background-image: linear-gradient(to right,red,yellow,green 50%);

}

#div1{

  height:500px;

  border:1px solid gray;

  background-image: linear-gradient(to right,red,yellow 30%,green 50%);

}

We can give transparency to the color

#div1{

  height:500px;

  border:1px solid gray;

  background-image: linear-gradient(to right,rgba(255,0,0,1),rgba(255,0,0,0));

}

# Repeating Linear Gradient

#div1{

  height:500px;

  border:1px solid gray;

  background-image: repeating-linear-gradient(to right,red,yellow 10%,green 20%);

}

For see the effects of repeating linear gradient we have to give color in percentage We can change the angle also

#div1{

  height:500px;

  border:1px solid gray;

  background-image: repeating-linear-gradient(45deg,red,yellow 10%,green 20%);

}

# CSS Radial Gradients

A radial gradient is defined by its center.

To create a radial gradient you must also define at least two color stops.

### Syntax

background-image: radial-gradient(shape size at position, start-color, ..., last-color);

#div1{

   height:500px;

   border:1px solid gray;

   background-image: radial-gradient(red,yellow,green);

}

We can give color in percentage

#div1{

   height:500px;

   border:1px solid gray;

   background-image: radial-gradient(red 30%,yellow 40%,green 50%);

}

By default shape of the radial is eclipse we can make it circle

#div1{

   height:500px;

   border:1px solid gray;

   background-image: radial-gradient(circle,red 30%,yellow 40%,green 50%);

}

We can also define position of the circle (top,bottom,left,right)

#div1{

   height:500px;

   border:1px solid gray;

   background-image: radial-gradient(circle at top,red,yellow,green);

}

#div1{

   height:500px;

   border:1px solid gray;

   background-image: radial-gradient(circle at bottom,red,yellow,green);

}

Color stops are the colors you want to render smooth transitions among. This value consists of a color value, followed by an optional stop position

#div1{

height:500px;

width:700px;

border:1px solid gray;

background-image: radial-gradient(circle,red 0%,blue 100%);

}

Here red is at centre position (0%) and blue is at border (100%)

#div1{

height:500px;

width:700px;

border:1px solid gray;

background-image: radial-gradient(circle,red 0%,yellow 30%,green 60%);

}

#div1{

   height:500px;

   border:1px solid gray;

   background-image: radial-gradient(circle at center center,red 30%,yellow 40%,green 50%);

}

If we use same color side by side, we can create color strip of solid colors

#div1{

height:500px;

width:700px;

border:1px solid gray;

background:radial-gradient(circle at center center,red 0%, red 25%,green 25%,green 50%,blue 50%,blue 100%)

}

#div1{

   height:500px;

   border:1px solid gray;

   background-image: radial-gradient(circle at top left,red 30%,yellow 40%,green 50%);

}

#div1{

  height:500px;

  border:1px solid gray;

  background-image: radial-gradient(circle at center left,red 30%,yellow 40%,green 50%);

}

We can give position through percentage

#div1{

  height:500px;

  border:1px solid gray;

  background-image: radial-gradient(circle at 0%,red 30%,yellow 40%,green 50%);

}

#div1{

  height:500px;

  border:1px solid gray;

  background-image: radial-gradient(circle at 0%,red 30%,yellow 40%,green 50%);

}

#div1{

  height:500px;

  border:1px solid gray;

  background-image: radial-gradient(circle at 75%,red 30%,yellow 40%,green 50%);

}

#div1{

  height:500px;

  border:1px solid gray;

  background-image: radial-gradient(circle at 100%,red 30%,yellow 40%,green 50%);

}

We can change position of circle in x and y direction for instance:

#div1{

  height:500px;

  border:1px solid gray;

  /\* circle at x axis,y axis \*/

  background-image: radial-gradient(circle at 25% 25%,red 10%,yellow 40%,green 50%);

}

#div1{

  height:500px;

  border:1px solid gray;

  /\* circle at x axis,y axis \*/

  background-image: radial-gradient(circle at 25% 60%,red 10%,yellow 40%,green 50%);

}

#div1{

  height:500px;

  border:1px solid gray;

  /\* circle at x axis,y axis \*/

  background-image: radial-gradient(circle at 90% 90%,red 10%,yellow 40%,green 50%);

}

We can do same for ellipse

For instance

#div1{

  height:500px;

  border:1px solid gray;

  /\* circle at x axis,y axis \*/

  background-image: radial-gradient(ellipse at 90% 90%,red ,yellow ,green );

}

We can also give transparent through transparent also

#div1{

  height:500px;

  border:1px solid gray;

  /\* circle at x axis,y axis \*/

  background-image: radial-gradient(ellipse at top,red ,transparent );

}

We can apply two radial gradient

#div1{

  height:500px;

  border:1px solid gray;

  background-image: radial-gradient(ellipse at top,red,transparent),radial-gradient(ellipse at bottom,yellow,transparent);

}

#div1 {

  height: 500px;

  border: 1px solid gray;

  /\* circle at x axis,y axis \*/

  background-image: radial-gradient(ellipse at top, red, transparent), radial-gradient(ellipse at bottom, yellow, transparent),

  radial-gradient(ellipse at left, green, transparent), radial-gradient(ellipse at right, blue, transparent);

}

The repeating-radial-gradient() function is used to repeat radial gradients.

#div1 {

  height: 500px;

  border: 1px solid gray;

  /\* circle at x axis,y axis \*/

  background-image: repeating-radial-gradient(red,yellow 10%,green 15%);

}

# CSS resize Property

The resize property defines if (and how) an element is resizable by the user.

**Note:** The resize property does not apply to inline elements or to block elements where overflow="visible". So, make sure that overflow is set to "scroll", "auto", or "hidden".

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

<div id="overflow">

  <p>Lorem ipsum dolor sit amet consectetur adipisicing elit. Perspiciatis amet aperiam aliquid maiores. Omnis, sapiente. Ipsa, similique. Voluptatem eveniet modi odit voluptates cum perferendis quibusdam, nam natus, repudiandae numquam reprehenderit velit recusandae, ut impedit nemo. Ullam quasi hic earum reprehenderit, esse voluptatem eveniet necessitatibus. Eligendi autem impedit quasi quisquam aspernatur amet exercitationem perferendis corrupti, molestiae earum, tempore ducimus sunt itaque doloremque dicta accusamus. Sequi, unde eveniet ipsa eaque beatae quia doloremque asperiores impedit voluptas expedita quasi, maxime odit sit perspiciatis esse dignissimos, labore est corporis magni explicabo nihil. Excepturi hic consequuntur provident dolorem molestiae aspernatur mollitia necessitatibus dolor quia expedita nobis ab rerum, omnis quod, maiores nihil architecto nemo earum! Ab, velit? Mollitia aliquam vero rem placeat. Eum corrupti harum consequuntur voluptas iusto facere voluptatibus assumenda deleniti quos, error incidunt neque at fuga dolorum fugit nemo animi rem ab vitae necessitatibus expedita nihil dolore modi. Saepe atque ipsam, libero voluptatem est iusto ullam suscipit debitis eos, iste, recusandae vitae autem dignissimos minus eaque veritatis fugiat beatae. Maiores asperiores quaerat, assumenda perferendis veniam tenetur laboriosam harum consequuntur hic quas minus quia accusantium illo cumque expedita quod quos aspernatur repellat itaque! Libero adipisci veniam illo beatae fugiat. Ex ea nemo pariatur ullam consequuntur quam laboriosam fuga impedit! Aliquam, aut? Nostrum iure rem dignissimos ad est error voluptatem veniam praesentium, at pariatur dolorum delectus porro explicabo quia laboriosam laborum asperiores illo accusamus incidunt eius numquam aperiam nulla. Labore vel inventore nostrum eligendi ad qui, minus laborum eaque quod nulla totam rerum fugit deleniti mollitia illo, perferendis, vero quaerat provident aspernatur obcaecati! Ducimus commodi, iusto deserunt, at rerum aut accusantium ipsum, aliquid eos molestiae unde saepe consequatur placeat nobis quod non cumque labore doloremque. Mollitia omnis porro temporibus corporis quisquam quibusdam! Sit, vel, vitae adipisci repellat quaerat ipsum id obcaecati est sunt earum quidem!

  </p>

</div>

 <textarea name="" id="" cols="30" rows="10"></textarea>

</body>

</html>

Mystyle.css

#overflow{

   background-color: whitesmoke;

   border:1px solid red;

   width:500px;

   height:300px;

  overflow:auto;

}

By default we can resize the textarea

Prevent to resize the textarea

#overflow{

   background-color: whitesmoke;

   border:1px solid red;

   width:500px;

   height:300px;

  overflow:auto;

}

textarea{

  resize:none;

}

Make resize the div in both direction:

#overflow{

   background-color: whitesmoke;

   border:1px solid red;

   width:500px;

   height:300px;

  overflow:auto;

  resize:both;

}

textarea{

  resize:none;

}

**horizontal** The user can resize the width of the element

#overflow{

   background-color: whitesmoke;

   border:1px solid red;

   width:500px;

   height:300px;

  overflow:auto;

  resize:horizontal;

}

textarea{

  resize:none;

}

**vertical** The user can resize the height of the element

#overflow{

   background-color: whitesmoke;

   border:1px solid red;

   width:500px;

   height:300px;

  overflow:auto;

  resize:vertical;

}

textarea{

  resize:none;

}

# CSS Lists

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

  <h2>Unordered List</h2>

  <ul>

    <li>Item 1</li>

    <li>Item 2</li>

    <li>Item 3</li>

    <li>Item 4</li>

    <li>Item 5</li>

  </ul>

  <hr/>

  <h2>Ordered List</h2>

  <ol>

    <li>Item 1</li>

    <li>Item 2</li>

    <li>Item 3</li>

    <li>Item 4</li>

    <li>Item 5</li>

  </o>

</body>

</html>

Mystyle.css

ul{

  list-style-type:square; /\* value can be none,disc,square and circle \*/

}

ul{

  list-style-type:square; /\* value can be none,disc,square and circle \*/

}

ol{

  list-style-type:upper-alpha;

}

ul{

  list-style-type:square; /\* value can be none,disc,square and circle \*/

}

ol{

  list-style-type:decimal-leading-zero;/\* value can be lower-alpha,lower-roman,upper-roman,decimal,decimal-leading-zero\*/

}

Now apply list-style-image

ul{

  list-style-image: url('sqpurple.jpg'); /\* value can be none,disc (default value) ,square and circle \*/

}

ol{

  list-style-type:decimal-leading-zero;/\* value can be lower-alpha,lower-roman,upper-roman,lower-roman,decimal (default value) ,decimal-leading-zero\*/

}

The list-style-position property specifies the position of the list-item markers (bullet points).

"list-style-position: outside;" (default property) means that the bullet points will be outside the list item. The start of each line of a list item will be aligned vertically.

"list-style-position: inside;" means that the bullet points will be inside the list item. As it is part of the list item, it will be part of the text and push the text at the start:

For image we can search <https://www.iconfinder.com/>

In the site search for arrow icon then check free icon

Select the icon

Select 16px size

And then click download in png button

ul{

  list-style-image: url('sqpurple.jpg'); /\* value can be none,disc,square and circle \*/

  list-style-position: inside;

}

Now in place of item1 type lorem25 in html (ol)

ol{

  list-style-type:decimal-leading-zero;/\* value can be lower-alpha,lower-roman,upper-roman,decimal,decimal-leading-zero\*/

  list-style-position:outside;

}

li{

  border:1px solid black;

}

Now apply shorthand property

ol{

  /\* list-style-type:decimal-leading-zero; value can be lower-alpha,lower-roman,upper-roman,decimal,decimal-leading-zero

  list-style-position:inside; \*/

  /\* now we can place shorthand property \*/

  list-style: decimal-leading-zero inside;

}

ul{

  /\* list-style-image: url('sqpurple.jpg'); value can be none,disc,square and circle \*/

  /\* list-style-image: url('arrow.png');

  list-style-position: inside; \*/

  /\* now we can place shorthand property \*/

  list-style: url('arrow.png') inside;

}

**Now change image name and add square in list-style**

ul{

  /\* list-style-image: url('sqpurple.jpg'); value can be none,disc,square and circle \*/

  /\* list-style-image: url('arrow.png');

  list-style-position: inside; \*/

  /\* now we can place shorthand property \*/

  list-style: square url('arrw.png') inside;

  /\* if image not found it apply the square \*/

}

# CSS Table Style

**Tr will not take the border**

**Example**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

  <table>

    <caption>Table Css</caption>

    <tr>

      <th>Heading 1</th>

      <th>Heading 2</th>

      <th>Heading 3</th>

    </tr>

    <tr>

      <td>Content 1</td>

      <td>Content 2</td>

      <td>Content 3</td>

    </tr>

    <tr>

      <td>Content 4</td>

      <td>Content 5</td>

      <td>Content 6</td>

    </tr>

  </table>

</body>

</html>

**Mystyle.css**

table{

  border:1px solid black;

}

caption{

  border:1px solid black;

}

tr{

  border:1px solid black;

}

th{

  border:1px solid black;

}

td{

  border:1px solid black;

}

By default border are separated

# CSS border-collapse Property

The border-collapse property sets whether table borders should collapse into a single border or be separated as in standard HTML. (by default  border-collapse: separate )

table{

  border-collapse: collapse;

}

caption{

  border:1px solid black;

}

tr{

  border:1px solid black;

}

th{

  border:1px solid black;

}

td{

  border:1px solid black;

}

tr:hover{

  background-color:gray ;

}

**Applying height and padding to th and td**

table{

  border:1px solid black;

  border-collapse: collapse;

}

caption{

  border:1px solid black;

}

tr{

  border:1px solid black;

}

th{

  border:1px solid black;

  height:30px;

  padding:5px;

}

td{

  border:1px solid black;

  height:25px;

  padding:5px;

}

tr:nth-child(even){

  background:green;

  color:white;

}

tr:hover {

  background-color:#BCD2E5;

}

**Applying text-align to th and td**

table{

  border:1px solid black;

  border-collapse: collapse;

}

caption{

  border:1px solid black;

}

tr{

  border:1px solid black;

}

th{

  border:1px solid black;

  height:30px;

  padding:15px;

  text-align: right;

}

td{

  border:1px solid black;

  height:25px;

  padding:5px;

  text-align:center;

}

**We can apply vertical-align to th and td**

table{

  border:1px solid black;

  border-collapse: collapse;

}

caption{

  border:1px solid black;

}

tr{

  border:1px solid black;

}

th{

  border:1px solid black;

  height:30px;

  padding:15px;

  text-align: right;

  vertical-align: top;

}

td{

  border:1px solid black;

  height:25px;

  padding:5px;

  text-align:center;

  vertical-align:bottom;/\* value will be top,bottom,middle \*/

}

**We can’t apply margin to table instead of that we apply border-spacing**

# CSS border-spacing Property

The border-spacing property sets the distance between the borders of adjacent cells.

**Note:** This property works only when border-collapse is separate.

If one value is specified, it defines both the horizontal and vertical spacing between cells

If two values are specified, the first sets the horizontal spacing and the second sets the vertical spacing

table{

  border:1px solid black;

  border-collapse: separate;

  border-spacing: 15px;

}

caption{

  border:1px solid black;

}

tr{

  border:1px solid black;

}

th{

  border:1px solid black;

  height:30px;

  padding:15px;

  text-align: right;

  vertical-align: top;

}

td{

  border:1px solid black;

  height:25px;

  padding:5px;

  text-align:center;

  vertical-align:bottom;/\* value will be top,bottom,middle \*/

}

table{

  border:1px solid black;

  border-collapse: separate;

  border-spacing: 15px 25px;/\*top bottom and left right\*/

}

caption{

  border:1px solid black;

}

tr{

  border:1px solid black;

}

th{

  border:1px solid black;

  height:30px;

  padding:15px;

  text-align: right;

  vertical-align: top;

}

td{

  border:1px solid black;

  height:25px;

  padding:5px;

  text-align:center;

  vertical-align:bottom;/\* value will be top,bottom,middle \*/

}

# CSS caption-side Property

The caption-side property specifies the placement of a table caption.

**top** Puts the caption above the table. This is default

**bottom**  Puts the caption below the table

table{

  border:1px solid black;

  border-collapse: separate;

  border-spacing: 15px 25px;/\*top bottom and left right\*/

}

caption{

  border:1px solid black;

  caption-side:bottom;

}

tr{

  border:1px solid black;

}

th{

  border:1px solid black;

  height:30px;

  padding:15px;

  text-align: right;

  vertical-align: top;

}

td{

  border:1px solid black;

  height:25px;

  padding:5px;

  text-align:center;

  vertical-align:bottom;/\* value will be top,bottom,middle \*/

}

**If last table data has no content**

# CSS empty-cells Property

The empty-cells property sets whether or not to display borders on empty cells in a table.

**Note:** This property has no effect if border-collapse is "collapse".

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

  <table>

    <caption>Table Css</caption>

    <tr>

      <th>Heading 1</th>

      <th>Heading 2</th>

      <th>Heading 3</th>

    </tr>

    <tr>

      <td>Content 1</td>

      <td>Content 2</td>

      <td>Content 3</td>

    </tr>

    <tr>

      <td>Content 4</td>

      <td>Content 5</td>

      <td> </td>

    </tr>

  </table>

</body>

</html>

Mystyle.css

table{

  border:1px solid black;

  border-collapse: separate;

  border-spacing: 15px 25px;/\*top bottom and left right\*/

  empty-cells: hide;

}

caption{

  border:1px solid black;

  caption-side:bottom;

}

tr{

  border:1px solid black;

}

th{

  border:1px solid black;

  height:30px;

  padding:15px;

  text-align: right;

  vertical-align: top;

}

td{

  border:1px solid black;

  height:25px;

  padding:5px;

  text-align:center;

  vertical-align:bottom;/\* value will be top,bottom,middle \*/

}

# CSS Grid Layout Module

CSS Grid is the new Layout Model in CSS

From Oct 2017 all major browser started supporting CSS Grid

First we design with the help of table then by div, after div come flex and now come CSS Grid.

The CSS Grid Layout Module offers a grid-based layout system, with rows and columns, making it easier to design web pages without having to use floats and positioning.

A grid-based layout system, with rows and columns

A layout just like Ms. Excel

Offers an easy and convenient layout

![https://www.w3schools.com/css/grid_lines.png](data:image/png;base64,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)

Grid container is the entire grid container (3 rows and 3 columns in the diagram )

Grid lines are the blue lines

Grid cell is one small square box

Grid track is space between 2 adjacent lines The area between two adjacent grid lines. The gap between two grid row lines is a row track, and the gap between two grid column lines is a column track. The size of a grid track determines the width and height of our grid items.

Grid items are the children(direct) of the grid container

## **Grid Elements**

A grid layout consists of a parent element, with one or more child elements.

# grid-template-rows Property

The grid-template-rows property specifies the number (and the heights) of the rows in a grid layout.The values are a space-separated list, where each value specifies the height of the respective row.

# grid-template-columns Property

The grid-template-columns property specifies the number (and the widths) of columns in a grid layout.The values are a space separated list, where each value specifies the size of the respective column.

**What’s a fraction (1FR)?**

A fraction or 1FR is one part of the whole. One 1FR fraction is 100% of the available space. Two 1FR fractions are 50% each of the available space. So, in that case, 1FR is 1/2 of the available space. If there are 250 1FR fractions? Then each fraction (1FR) is 1/250 or 0.4%.

In fractions: 1FR = 1/total number of FRs

In percentages: 1FR = 100/total number of FRs

**Repeat()**

Repeat() is a notation that we can use with the grid-template-columns and grid-template-rows properties to make your rules more concise and easier to understand when creating a large amount of columns or rows.

For example, let’s say we have this definition for a grid container:

.container {

display: grid;

grid-template-columns: 1fr 2fr 1fr 2fr 1fr 2fr;

}

We can use the repeat() notation like this instead to simplify:

.container {

display: grid;

grid-gap: 10px 15px;

grid-template-columns: repeat(3, 1fr 2fr);

}

The first value passed to repeat() is the number of repetitions and the second value is the grid tracks to repeat

# grid-column-start

The grid-column-start property defines on which column-line the item will start.

# grid-column-end

The grid-column-end property defines how many columns an item will span, or on which column-line the item will end

# grid-row-start

The grid-row-start property defines on which row-line the item will start

# grid-row-end

The grid-row-end property defines how many rows an item will span, or on which row-line the item will end

# grid-column-gap( column-gap)

The grid-column-gap property defines the size of the gap between the columns in a grid layout, property was renamed to column-gap in CSS3.

# grid-row-gap (row-gap)

The grid-row-gap property defines the size of the gap between the rows in a grid layout.This property was renamed to row-gap in CSS3.

# grid-gap

The grid-gap property defines the size of the gap between the rows and columns in a grid layout, and is a shorthand property for the following properties:

row-gap

column-gap

This property was renamed to gap in CSS3.

.grid-container {

grid-gap: 50px;

}

Set the gap between rows to 20px, and the columns to 50px:

.grid-container {

grid-gap: 20px 50px;

}

**Grid Columns**

The vertical lines of grid items are called columns

The horizontal lines of grid items are called rows.

The space between each column/row are called gaps

The line between columns are called column lines

The line between rows are called row lines

![https://www.w3schools.com/css/grid_lines.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlMAAAH5CAMAAACS8EvPAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAI1QTFRFN6T0MJ/0n9T6P6n1z+n8EEt5GHC2CCU80Or9gICAb7/4KJrzwMDAQEBA8PDw0NDQEBAQoKCg4ODgYGBgICAgMDAwUFBQkJCQcHBwsLCwh8n4LJ3zG1J6DSk9KXu3nK++q9n6MaD0Mzs/6PX+3O/9Z3V/OaX0O6b0h5WeZGpvrL/NIZbzAAAA////////8sp3BQAAAC90Uk5T/////////////////////////////////////////////////////////////wBapTj3AAAPtUlEQVR42uzdDZfaNhqGYZKmSdVKsuRvJ036ue3u9l3//5+3kmwYYGAyAwaU4X7OCcMMbqojX5Fea0BejYQsmxVdQDBFMEUwRQimCKYIpgjBFMEUwRQhmCKYIpgiBFMEU7lEl/QBps6Jb0Vca7d+IurZ/3Hfr/8SiykyxbZSDVr3J5oyZvraSoEpMg807jGGE0zZeyKFqSdTSvfwzaC6Ym2qKNaVlbZlp8r4qk8/starYd9UqcOfYixUN9VihVLpie0ejsXUfUTJ5mnRONNIP5uasMRn0jlTi26aRuLP4reNVHum4t+jTFUbl8a9XsIxgWDhwk8GTN1V1iZCmibUVD5K2DMVlNjaBUVdLJrit4FQccBUlGZdG4a0+LJydqzq8BPGqXs1pSWNJ415ZKpPZgINu/nWrkuuXVM2DVGhYm/TMX5s61d5OYipJ001e7Ng/LJnSm1e3Xw7Hja1fhZmvJBwTOGcKjF1b/WUvYApMSom1u2VcwWm7irFZt1gmEqktlnAVF1tXVm6ClP3lUr89CQV16Gqmtn0cQDrTjSltsempsXUfcW20oRpKlzz+TBjVdLOYEqpVdU0XzXlYuVk9kzZxvVKhb/KVKoV1hLuLro3pu3CqFT2pk2DViyERt0aZb1ef6fWL6Rv58dx9KlwUun16Zj0aDtjqvB3+cpUmhqdEEwRTBFMEYIpgimCKYIpQjBFMEUwRQimCKYIpgjBFMEUwRQhmCKYIpgiBFMEUwRTBFOEYIpgimDqvJTrT25revobzXobkd49uVNWofSVTK33w+y291p9FG/8VbtJzztkWGWfOura/w60TP/H0vXHT11vTGfzM2Wbrd2Yr2OqMMd37ipr94LdoZdslTr+/7WViDifnam6Vb00tzD1dHpzdVNPzo/K3sjUE+OUNTq6Km9h6qnYcd6L9uqm4uBeqtG3ZppyOrM1u2gpbjNOmULV0qT+6Gqpt/ZdupGpzYSiN092kNknZ+zLmYqliddlb6rUWbY3rd457hamYqdpqeImXHEYbWrVb8ZTW6vx6qZSd0nT6qFxNm4U57Xa+ld5I1OxVeEE1ZI2oB6LZn+6u267NqbS5o5t3as61jCli+dx2CpdbjL3Tabinm6V2LGLp9Gvx/HKjLcyZdIzn7Zxjr2Wh6lah5IublReVza8tDXdFaJvZyoORmUcEtrYbXEn9blwccbezpSe22nSLqTzOD5E+jcytd6WcJBBa11JHqaibx/OoE97DNdb9XFbj7czZdYnNDVwM9951Up/e1MyJZ03m25FcWNTam5RHqbW3VTVcZvE+uEyx195q83DpvTcWXrrOH97U5WOKadX9s7nbUztHZaFqXk/1/7h1F11PDhuqkunb2vCu+pWxYdNbTehTO2Th51Jb2Gq2B8AsjDV7pa+xdU3Lj9s6sDFZwam0o13du6Vc8W5b/o3tmsqDAnxHgZlXqb8ziX69Ukdq6eqdFE6nz49zjdSup6peV7bNRUu/hpj6tuYmmqBPVM2NXS4nam0w3S5a2psnNfrX9vEO8GE+OuamuveXVO2EWOaSfgg9dad3K6SIo0KOv3q1qYZeHosQu9sLwlv3SX6Ru9LKPUNf6vsU+FkirgSO/3WKD3ayolry+1DrlpRWT3XvfH0TDednB4HpYZ5nCr9fGPKnMN7XQimCKYIpgj5xkwplWM35Nmqb7Szrm5KJMduyrNV32hnYQpTmMIUpjCFKbqJZmEKU5ji5GGKbqJZmMIUpjh5mMIUnYUpTGGKVmEKU3QWpjCFKUxhai9//jhF5McMk2ersu+sP881dd7mnD/89VOKyE8ZJs9W5d5Zf/1wrqnzNuf8YfVPisg/GSbPVuXeWavFTJ22OSemMHXc1JPz49HNOTGFqa+MUy/enBNTmDpu6rTNOTGFqa+ZeunmnJjC1NdMvXRzTkxh6rmmjm3OOe+2s8nvnz+kiHzIMHm2KvfO+vyfS5naX7lX89Hk1cdcxtSxzTmnnUMf8suX9yki7zNMnq3KvbO+/Pd8U+dszkk9RT11yNQ5m3NiClMvyLM258QUppYOpjCFKZr1rZl6810WebPXTZk2a5VHs3I39fZ/GeTtI1N5Nmv1LodmYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFqVdm6uO7DPLxkak8m7X6NYdm5W7q0yqLfNrrpkyb9VsezVrclDfT18IUxw8qOjU8y1ReybNVuXfW+aaUTF876Y4eY8QYaSymMPUiU6M+fkxXhqHqoDlMYeq4KavDOKSt9fMsF5743cHKYApTLzKlJQxU0jnTSBUrqLo2bme6My2mMHWCKVfEn4SHJgiyTj0cZ5n7MHWSqT7pUaF6ileBff1wXO+o0TF1iqk0MIXHLlzpGVPLw5KD+Olo8upjLmNKiUrZLFClIgtTmDrdlJdyZ83TVSNrnsx9Z5myO4iOksIUpg6aipWTKXZNhYHKKFVNS1Wlm47BFKaeFT0VTmWpwmyn0mJ6etSVMWqaAEu1W1xhClNXfF8CJw9TmKJZmMIUpjh5mDrzvcPfZZFH7x3Os1mrPJqVuyk+48BnHDCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmTjcVP/tSVO2AKUwtZGpwdiyda0RjClPLmFIm/HHl2FaYwtQyprp6+lCxMpjC1DKmrKvrMEyNFeMUppaq0UN9HveSMh5TmGItAVO5mrJeaUxhakFT3kncqKVl7sPUQqZKUdYEU4oaHVNLrU81oT5XrCVgatk1z2iqxxSmFjIVd6UOpgrXYQpTC9XovbS1qdzBWxBhClMnrSUMrZNaWdYSMMWaJ6Ywhal7MVW00+78ClOYWmjN07k+7UTNe/IwtZCpzlnmPkwtvuaJKUwtuuZZYwpTC9foVWUxhalFxykjXPdhatnrvvkGRFz3YYo1T0xhClN3Yap3ZWHm8N5hTGEKU8x9mLozUz3jFKYWNmVYn8IUpjCFKUxhClOYerkprzapMYWpJUytf3/M75AxxfoUpjCFKUxhClOYwhSmMPVqTVlMYWphU9pVA6YwtaSpsq9FWm8xhakF66mya520fMYBU4vW6INhHR1Ty5kqfXux2Q9Td1lPNVJfrkrH1D2aKqTuB677MLXk3Gd95S62noCpu63Rh6p2fMYBUwuaKn1VC/ujY2ohUzZ6krYrmfswtZApLaGYstTomFpwLeFi9+7D1B2veSpjeo0pTC1myosY4y5TomPqPuc+l/bzVMLvkDG1kCk/7ztsuM8ophYytd4fnfuMYmrpcapinMLUUmueUz3VUU9harHrvsGl676K6z5MsT6FqWxNsY6OqUVNDSq9x8UOPe9LwNQiphoRaewQvvD+KUwtYsqLH8umFdMVzH2YWsRUWpQqpaWewtRSpqZNPEVjClOYwlS2pup4pxlpuN8Mphar0c1DMIUp1jwxhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTC1oys97nRXmiY+VDkoVzzP18V0G+fjIVJ7NWv2aQ7OWN6Vk+to9sYts7UxzeLOhfVOfVlnk0143Zdqs3/Jo1sVMjU98CDC+VEn5DFN5Jc9W5d5Zy5my2gY81no13UIrPNn59JY++MlTTGHquKlkRrr1LFfUtXGNfTiuciOmMHWCKVfEn4SHpo1bga7voeyVcQWmMHWKqT7OeqLGIroa+3nP4rEPY9aAKUydYmras0OFq8D4cfhato+L9ZRWu/nXz9+niHyfYfJsVe6d9fO/L2NKyWRme0GhSkeTVx9zGVP+8cqBMYxTjFNnmLJue4kzXv4VB9dEqaeopw6ZSjsJFbumwkBllJrv9q5dpfqdhQVMYeqJzLNZWaow26m0rpkedWWMKuflz8q0neW6D1O3eF8CJw9TmKJZmMIUpjh5mDrzfZ7fZZFH78nLs1mrPJqVuyneO8x7hzGFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwtQLTWk1fbXKLmHq47sM8vGRqTybtfo1h2Ytb0rJ+qt66jDr5DmmPq2yyKe9bsq0Wb/l0ayLmfrKOGWeZyqv5Nmq3DtrOVPrlNqun5QPP+1cjylMvdCUFj2OMhgR8XHYasOTfgPNDQpTmDrJlOuipjBAtU0ZfuTXM181YgpTp5mq4qAkXfgzhGdVMx9TW0xh6kRT6dovPHpRIWZ6rZBixBSmzjSlxKSkl5om+VLhgNGbnfz++UOKyIcMk2ercu+sz7/3FzHVydbKQtJTi/HpcPLqYy5iKtZUB48r9U5++fI+ReR9hsmzVbl31pdfirNNxcpJlbumxj5MddoXx9exqKeop45lLpCKwgRAaXqbHlUdxkC9fRymMHWL9yVw8jCFKZqFKUxhipOHKUxh6sam/n6TIvImw+TZqtw76+8bm/rj7RSRtxkmz1Zl31l/3NbU5l3teswwebbqG+2s1UjIssEUwRTBFMEUIZgimCKYIgRTBFMEU4RgimCKYIqQdf4vwABq+Djt0aDtjgAAAABJRU5ErkJggg==)

**Difference between inline-grid and grid**

The difference between the values inline-grid and grid is that the inline-grid will make the element inline while grid will make it a block-level element.

Inline-grid will depent on content size,while grid will take full width container.

Example

<!DOCTYPE html>

<html>

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

</head>

<body>

<div class="grid-container">

    <div class="grid-item" id="grid-1">1</div>

    <div class="grid-item" id="grid-2">2</div>

    <div class="grid-item" id="grid-3">3</div>

    <div class="grid-item" id="grid-4">4</div>

    <div class="grid-item" id="grid-5">5</div>

    <div class="grid-item" id="grid-6">6</div>

    <div class="grid-item" id="grid-7">7</div>

    <div class="grid-item" id="grid-8">8</div>

    <div class="grid-item" id="grid-9">9</div>

</div>

</body>

</html>

Mystyle.css

.grid-container{

  background-color: indianred;

  padding:2rem;

  display: grid;

}

 .grid-item{

    background-color: wheat;

    border:1px solid black;

    font-size:3rem;

    display:flex;

    justify-content: center;

    align-items:center;

  }

# CSS grid-template-columns Property

The grid-template-columns property specifies the number (and the widths) of columns in a grid layout.

The values are a space separated list, where each value specifies the size of the respective column.

.grid-container{

  background-color: indianred;

  padding:2rem;

  display: grid;

}

 .grid-item{

    background-color: wheat;

    border:1px solid black;

    font-size:3rem;

    display:flex;

    justify-content: center;

    align-items:center;

  }

It automatically divide the div into column

|  |  |
| --- | --- |
| auto | The size of the columns is determined by the size of the container and  on the size of the content of the items in the column,it try to occupy whole space |

.grid-container{

    background-color: indianred;

    padding:2rem;

    display: grid;

    grid-template-columns:200px 400px auto;

  }

  .grid-item{

    background-color: wheat;

    border:1px solid black;

    font-size:3rem;

    display:flex;

    justify-content: center;

    align-items:center;

  }

If you want all column to equal in size , apply auto to each column

. grid-container{

    background-color: indianred;

    padding:2rem;

    display: grid;

    grid-template-columns:auto auto auto;

  }

  .grid-item{

    background-color: wheat;

    border:1px solid black;

    font-size:3rem;

    display:flex;

    justify-content: center;

    align-items:center;

  }

We can give column value in percentage

.grid-container{

    background-color: indianred;

    padding:2rem;

    display: grid;

    grid-template-columns:auto 50% auto;

  }

  .grid-item{

    background-color: wheat;

    border:1px solid black;

    font-size:3rem;

    display:flex;

    justify-content: center;

    align-items:center;

  }

We can give as many column value as we can , we give another column of 50px.

grid-container{

    background-color: indianred;

    padding:2rem;

    display: grid;

    grid-template-columns:auto 50% auto 50px;

  }

  .grid-item{

    background-color: wheat;

    border:1px solid black;

    font-size:3rem;

    display:flex;

    justify-content: center;

    align-items:center;

  }

# CSS grid-template-rows Property

The grid-template-rows property specifies the number (and the heights) of the rows in a grid layout.

The values are a space-separated list, where each value specifies the height of the respective row.

|  |  |
| --- | --- |
| auto | The size of the rows is determined by the size of the container,  and on the size of the content of the items in the row |

.grid-container{

    background-color: indianred;

    padding:2rem;

    display: grid;

    grid-template-columns:auto 50% auto;

    grid-template-rows:100px 200px auto;

  }

  .grid-item{

    background-color: wheat;

    border:1px solid black;

    font-size:3rem;

    display:flex;

    justify-content: center;

    align-items:center;

  }

# CSS grid-column-gap Property

The  column-gap property defines the size of the gap between the columns in a grid layout.

.grid-container{

    background-color: indianred;

    padding:2rem;

    display: grid;

    grid-template-columns:auto 50% auto;

    grid-template-rows:100px 200px auto;

    column-gap:2rem;

  }

  .grid-item{

    background-color: wheat;

    border:1px solid black;

    font-size:3rem;

    display:flex;

    justify-content: center;

    align-items:center;

  }

# CSS  row-gap Property

The  row-gap property defines the size of the gap between the rows in a grid layout.

.grid-container{

    background-color: indianred;

    padding:2rem;

    display: grid;

    grid-template-columns:auto 50% auto;

    grid-template-rows:100px 200px auto;

    column-gap:2rem;

    row-gap:1rem;

  }

  .grid-item{

    background-color: wheat;

    border:1px solid black;

    font-size:3rem;

    display:flex;

    justify-content: center;

    align-items:center;

  }

Now make column-gap 1rem and row-gap 1rem and grid-template-column: 200px 300px 200px

.grid-container{

    background-color: indianred;

    padding:2rem;

    display: grid;

    grid-template-columns:200px 300px 200px;

    grid-template-rows:100px 200px auto;

    column-gap:1rem;

    row-gap:1rem;

  }

  .grid-item{

    background-color: wheat;

    border:1px solid black;

    font-size:3rem;

    display:flex;

    justify-content: center;

    align-items:center;

  }

# CSS justify-content Property

The justify-content property aligns the flexible container's items when the items do not use all available space on the main-axis (horizontally).

|  |  |
| --- | --- |
| start | Default value. Items are positioned at the beginning of the container |
| end | Items are positioned at the end of the container |

.grid-container{

    background-color: indianred;

    padding:2rem;

    display: grid;

    grid-template-columns:200px 300px 200px;

    grid-template-rows:100px 200px auto;

    column-gap:1rem;

    row-gap:1rem;

    justify-content: center;

  }

  .grid-item{

    background-color: wheat;

    border:1px solid black;

    font-size:3rem;

    display:flex;

    justify-content: center;

    align-items:center;

  }

|  |  |
| --- | --- |
| center | Items are positioned in the center of the container |

|  |  |
| --- | --- |
| space-between | Items will have space between them |

|  |  |
| --- | --- |
| space-around | Items will have space before, between, and after them |

|  |  |
| --- | --- |
| space-evenly | Items will have equal space around them |

Now give height to .grid-container as height:600px and remove grid-template-rows property

.grid-container{

    background-color: indianred;

    padding:2rem;

    display: grid;

    grid-template-columns:200px 300px 200px;

    grid-template-rows:100px 200px auto;

    column-gap:1rem;

    row-gap:1rem;

    justify-content: space-evenly;

    height:600px;

  }

  .grid-item{

    background-color: wheat;

    border:1px solid black;

    font-size:3rem;

    display:flex;

    justify-content: center;

    align-items:center;

  }

# CSS align-content Property

The align-content property can also be used on a grid container to align grid items in the block direction.

|  |  |
| --- | --- |
| start | Lines are packed toward the start of the grid |

And also decrease the size of container to 400px

.grid-container{

    background-color: indianred;

    padding:2rem;

    display: grid;

    grid-template-columns:200px 300px 200px;

    /\* grid-template-rows:100px 200px auto; \*/

    column-gap:1rem;

    row-gap:1rem;

    justify-content: space-evenly;

    align-content:start;

    height:400px;

  }

  .grid-item{

    background-color: wheat;

    border:1px solid black;

    font-size:3rem;

    display:flex;

    justify-content: center;

    align-items:center;

  }

|  |  |
| --- | --- |
| end | Lines are packed toward the end of the grid |

|  |  |
| --- | --- |
| center | Lines are packed toward the center of the grid |

|  |  |
| --- | --- |
| space-between | Lines are evenly distributed in the grid |

|  |  |
| --- | --- |
| space-around | Lines are evenly distributed in the grid,  with half-size spaces on either end |

|  |  |
| --- | --- |
| space-evenly | Lines are evenly distributed in the grid,  with equal space around them |

Now we are going to merge column1 to column3

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

**column-start: 1;**

**column-end: 3;**

}

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

**grid-column-start: 1;**

**grid-column-end: 3;**

}

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

 /\*  grid-column-start: 1;

  grid-column-end: 3; \*/

  /\*Short cut to this is \*/

**grid-column:1/3;**

}

We can also write grid-column:1/span 2(i.e. how many column to merge)

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

 /\*  grid-column-start: 1;

  grid-column-end: 3; \*/

  /\*Short cut to this is \*/

**grid-column:1/span 2;**

}

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

**grid-row-start: 1;**

**grid-row-end: 4;**

}

Shortcut to grid row

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

  /\* grid-row-start: 1;

  grid-row-end: 4;  \*/

**grid-row:1/4;**

}

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

  /\* grid-row-start: 1;

  grid-row-end: 4;  \*/

  grid-row:1/span 3;

}

# CSS grid-area Property

The grid-area property specifies a grid item's size and location in a grid layout, and is a shorthand property for the following properties:

* grid-row-start
* grid-column-start
* grid-row-end
* grid-column-end
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<!DOCTYPE html>

<html>

<head>

    <title>Css Positioning Using Grid Area</title>

    <link rel="stylesheet" type="text/css" href="gridposition.css"/>

</head>

<body>

<div class="grid-container">

    <div class="grid-item" id="grid-1">first</div>

    <div class="grid-item" id="grid-2">second</div>

    <div class="grid-item" id="grid-3">third</div>

    <div class="grid-item" id="grid-4">fourth</div>

    <div class="grid-item" id="grid-5">fifth</div>

    <div class="grid-item" id="grid-6">Sixth</div>

    <!-- <div class="grid-item" id="grid-7">7</div>

    <div class="grid-item" id="grid-8">8</div>

    <div class="grid-item" id="grid-9">9</div> -->

</div>

</body>

</html>

**Style.css**

\*{

    margin:0;

    padding:0;

    box-sizing: border-box;

    font-family:Arial, Helvetica, sans-serif;

}

body{

    height:100%;

    width:100%;

}

.grid-container{

    background-color: #eee;

    padding:2rem;

    display:grid;

    grid-template-columns:repeat(3,1fr);

    grid-template-rows:repeat(2,150px);

  column-gap:1rem;

  row-gap:1rem;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

  }

  .grid-item{

    background-color: wheat;

    border:1px solid black;

    font-size:3rem;

    display:flex;

    justify-content: center;

    align-items:center;

    color:#fff;

    font-weight:bold;

  }

  #grid-1{

    background:orangered;

    /\* go to second 2 row \*/

    /\* grid-row-start:2 ;

    grid-row-end:3; \*/

    /\* go to second 2 row and column 3 \*/

    /\* grid-column-start:3 ;

    grid-column-end:4;  \*/

      /\* first row line /second column line/end row line/end column line \*/

    grid-area:2/3/3/4;

  }

  #grid-2{

    background:yellowgreen;

  }

  #grid-3{

    background:slateblue;

  }

  #grid-4{

    background:hotpink;

  }

  #grid-5{

    background:royalblue;

  }

  #grid-6{

    background:goldenrod;

    /\* go to first row \*/

    /\* grid-row-start:1 ;

    grid-row-end:2; \*/

    /\* go to first row second column \*/

    /\* grid-column-start:2 ;

    grid-column-end:3;  \*/

  }

**Another Example**

<!DOCTYPE html>

<html>

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="gridexample2.css"/>

</head>

<body>

<div class="grid-container">

    <div class="grid-item" id="grid-1">1</div>

    <div class="grid-item" id="grid-2">2</div>

    <div class="grid-item" id="grid-3">3</div>

    <div class="grid-item" id="grid-4">4</div>

    <div class="grid-item" id="grid-5">5</div>

    <div class="grid-item" id="grid-6">6</div>

    <div class="grid-item" id="grid-7">7</div>

    <div class="grid-item" id="grid-8">8</div>

    <div class="grid-item" id="grid-9">9</div>

</div>

</body>

</html>

**Style.css**

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-5{

  /\* first row line /second column line/end row line/end column line \*/

**grid-area: 1/2/3/4;**

}

Or use span to merge row and column

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-5{

  /\* first row line /second column line/end row line/end column line \*/

**grid-area: 1/2/span 2/span 3;**/\* span tell how many row or col to be merge \*/

}

# CSS grid-area Property

Now create new html file

<!DOCTYPE html>

<html>

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

</head>

<body>

<div class="grid-container">

    <div class="grid-item" id="grid-1">1</div>

    <div class="grid-item" id="grid-2">2</div>

    <div class="grid-item" id="grid-3">3</div>

    <div class="grid-item" id="grid-4">4</div>

    <div class="grid-item" id="grid-5">5</div>

    <!-- <div class="grid-item" id="grid-6">6</div>

    <div class="grid-item" id="grid-7">7</div>

    <div class="grid-item" id="grid-8">8</div>

    <div class="grid-item" id="grid-9">9</div> -->

</div>

</body>

</html>

The grid-area property can also be used to assign a name to a grid item. Named grid items can then be referenced to by the grid-template-areas property of the grid container.

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

  grid-area: 'header';

}

#grid-2{

  grid-area: 'menu';

}

#grid-3{

  grid-area: 'main';

}

#grid-4{

  grid-area: 'right';

}

#grid-5{

  grid-area: 'footer';

}

Now comment following properties in grid-container

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  /\* grid-template-columns:200px 300px 200px;

   grid-template-rows:100px 200px auto;

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly; \*/

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

  grid-area: header;

}

#grid-2{

  grid-area: menu;

}

#grid-3{

  grid-area: main;

}

#grid-4{

  grid-area: right;

}

#grid-5{

  grid-area: footer;

}

# CSS grid-template-areas Property

The grid-template-areas property specifies areas within the grid layout.

You can name grid items by using the grid-area property, and then reference to the name in the grid-template-areas property.

Each area is defined by apostrophes. Use a period sign to refer to a grid item with no name.

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  /\* grid-template-columns:200px 300px 200px;

   grid-template-rows:100px 200px auto;

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly; \*/

  grid-template-areas:

  'header header header header header header'

  'menu main main main right right'

  'menu footer footer footer footer footer'

  ;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

  grid-area: header;

}

#grid-2{

  grid-area: menu;

}

#grid-3{

  grid-area: main;

}

#grid-4{

  grid-area: right;

}

#grid-5{

  grid-area: footer;

}

Now give grid-gap:10px in grid container

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  /\* grid-template-columns:200px 300px 200px;

   grid-template-rows:100px 200px auto;

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly; \*/

  grid-template-areas:

  'header header header header header header'

  'menu main main main right right'

  'menu footer footer footer footer footer'

  ;

  grid-gap: 10px;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

  grid-area: header;

}

#grid-2{

  grid-area: menu;

}

#grid-3{

  grid-area: main;

}

#grid-4{

  grid-area: right;

}

#grid-5{

  grid-area: footer;

}

**Let take an example**

<html lang="en">

<head>

  <meta charset="UTF-8">

  <meta http-equiv="X-UA-Compatible" content="IE=edge">

  <meta name="viewport" content="width=device-width, initial-scale=1.0">

  <title>Basics</title>

  <link rel="stylesheet" href="basic.css">

</head>

<body>

  <div class="grid-container">

    <div>1</div>

    <div>2</div>

    <div>3</div>

    <div>4</div>

    <div>5</div>

    <div>6</div>

  </div>

</body>

</html>

**Basic.css**

\*{

    margin:0px;

    padding:0px;

    box-sizing: border-box;

}

body {

  display:flex;

  justify-content:center ;

}

.grid-container {

  background: #eee;

  width: 1100px;

  display: grid;

  /\* grid-template-columns: 300px 300px 300px; \*/

  grid-template-columns: repeat(6, 1fr);

  padding:2rem;

}

.grid-container > div {

  background: #ccc;

  border: 1px solid #777;

  display:flex;

  justify-content: center;

  align-items:center;

  font-weight:bold;

  font-size:2rem;

}

/\* it merge first two column \*/

 .grid-container > div:nth-child(1) {

  grid-column: 1 / span 2;

 }

/\* It don't take first agrument in the property so it automatically start with next available space span 3 column \*/

/\* for first div item we can also write grid-column:span 2; \*/

.grid-container > div:nth-child(2) {

  grid-column: span 3;

}

/\* This property has no effect \*/

.grid-container > div:nth-child(3) {

    grid-column: span 1;

  }

 /\* This property change the position of the column from 1 to 2  \*/

 .grid-container > div:nth-child(4) {

  grid-column: 2 / 6;

}

/\* Now it start from 6 grid lines and space is not availabe in second row so it moves to the third row \*/

.grid-container > div:nth-child(5) {

  grid-column: span 3;

}

.grid-container > div:nth-child(6) {

  grid-column: span 3;

}

/\* Now give grid-template-rows: 100px 200px 300px; in container  \*/

/\* Now give gap:1rem or grid-gap:1rem \*/

/\* Now give property justify-items:stretch; (it is the default property of justify-items)

now give justify-items:end; now change to justify-items:start justify-items:center now change it default property

justify-items:stretch;

\*/

/\* Now give property align-items:stretch; (it is the default property of justify-items)

now give align-items:end; now change to align-items:start align-items:center now change it default property

align-items:stretch;

\*/

/\* Now apply align-self:end to div 4 \*/

/\* Now apply justify-self: end;

align-self: start; to div 6  \*/

# justify-items Property

justify-items aligns grid items along the row (inline) axis. Specifically, this property allows you to set alignment for items inside a grid container (not the grid itself) in a specific position (e.g. start, center and end) or with a behavior (e.g. stretch).

When justify-items is used, it also sets the default justify-self value for all grid items, though this can be overridden at the child level by using the justify-self property on the child itself.

# align-items Property

Aligns grid items along the block (column) axis (as opposed to justify-items which aligns along the inline (row) axis). This value applies to all grid items inside the container. This property allows you to set alignment for items inside a grid container (not the grid itself) in a specific position (e.g. start, center and end) or with a behavior (e.g. stretch).

When align-items is used, it also sets the default align-self value for all grid items, though this can be overridden at the child level by using the align-self property on the child itself.

# align-self Property

Aligns a grid item inside a cell along the block (column) axis (as opposed to justify-self which aligns along the inline (row) axis). This value applies to the content inside a single grid item.

# justify-self Property

Aligns a grid item inside a cell along the inline (row) axis (as opposed to align-self which aligns along the block (column) axis). This value applies to a grid item inside a single cell.

# place-self Property

place-self sets both the align-self and justify-self properties in a single declaration.

<align-self> / <justify-self> – The first value sets align-self, the second value justify-self. If the second value is omitted, the first value is assigned to both properties.

# CSS initial

The initial keyword is used to set a CSS property to its default value.

The initial keyword can be used for any CSS property, and on any HTML element.

# CSS inherit

The inherit keyword specifies that a property should inherit its value from its parent element.

The inherit keyword can be used for any CSS property, and on any HTML element.

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

<div id="green">

  Green Text<br/>

  <a href="" id="blue">Link 1</a><br/>

  <a href="" id="initial">Link 2</a><br/>

  <a href="" id="inherit">Link 3</a><br/>

</div>

</body>

</html>

Mystyle.css

#green{

color:green;

}

#blue{

  color:red;

}

#initial{

  color:initial;

}

#inherit{

  color:inherit;

}

# CSS The object-fit Property

The CSS object-fit property is used to specify how an <img> or <video> should be resized to fit its container.

We see that the image is being squished to fit the container of 200x300 pixels (its original aspect ratio is destroyed).

Here is where the object-fit property comes in. The object-fit property can take one of the following values:

* contain - The image keeps its aspect ratio, but is resized to fit within the given dimension

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

<img src="image/paris.jpg" alt=""/>

</body>

</html>

Mystyle.css

img{

  border:1px solid red;

  width:500px;

  height:400px;

  object-fit:contain;

}

fill - This is default. The image is resized to fill the given dimension. If necessary, the image will be stretched or squished to fit

img{

  border:1px solid red;

  width:500px;

  height:400px;

  object-fit:fill;

}

cover - The image keeps its aspect ratio and fills the given dimension. The image will be clipped (some portion will be cut) to fit

img{

  border:1px solid red;

  width:500px;

  height:300px;

  object-fit:cover;

}

# CSS object-position Property

The object-position property is used together with object-fit to specify how an <img> or <video> should be positioned with x/y coordinates inside its "own content box".

img{

  border:1px solid red;

  width:500px;

  height:300px;

  object-fit:cover;

  object-position: top center;

}

img{

  border:1px solid red;

  width:500px;

  height:300px;

  object-fit:contain;

  object-position: top left;

}

# CSS Transforms

CSS transforms allow you to move, rotate, scale, and skew elements. We cannot transform inline element to transform element should be either block or inline-block.

**Now to make anchor tag behave as button we have to do following task:**

**Example**

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

<div id="wrapper">

    <a href="">Click Here</a>

</div>

</body>

</html>

**Mystyle.css**

#wrapper{

  padding:20px;

  margin:20px;

}

a{

  text-decoration: none;

  background-color: lightcoral;

  padding:10px 20px;

  color:white;

}

## **The translate() Method**

![Translate](data:image/gif;base64,R0lGODlhfABtAMQAAP9NTf+zs/82Nv///7Ozs01NTU02Nug2NnU2NsSzs7E2Nsw2Nt6zs+mzs5Q2NtGzs/Szs+Y2NpRNTXVNTbFNTTY2NsxNTQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAAAAAAALAAAAAB8AG0AAAX/4CCOZGmeaKqubOu+JSHPdG3feK7vfL/DJkJgSCwaj8ikcslsOpUEYOxJrVqv2EBUOhJmv+Cwc8sdeAOJGYOYnjWG7TWcNies0294PvA4o+ViVmRcXgQPRIZwchAEeQmLdkQMco9wfWx7hoCVgYJlIkIMCUWMEH+YikMPgEacCQ2ueQ0PsGysnWOfZqdFlZwNZ5wEpkixjHqqb8OpuFSDUkKvRqtoM4e2Q8vVkbzSD4fSWqqUt81Lz0DRt75ror1yje/M0qXSs0O1vOZN6DCho0RKdbvG65u8bnlESWszwxSnfUz6vShEMJG+eLwYbSKHLFujY0QMPoQIRVcwNdjw/zWKgwjltjt7GDRiQDAAsG0zSCKR6MKPzp/meLbwCbSoGKEsiBpdigXpCqVMoz5xqgKq1KslP1nFyrUI1RRbu3b9iiKsWKxkT5g9KzVtELZwEZmMG9ftFLps7ZJYixeo3i59z/4FFVjs4F2FuR7mm3jfYiwGIkueTLmy5cuYM2veLLlCgc+gQ4sWTfiKAQGoU6tezbq169ewY8tGfQCA7du4c+MuUNrK6dnAgwsfrrq27uO5eSP2Tby58+e0kUu3rZxxEQMOKitAMHmB6uyquXtHjWB8dskRBHCfnF69ZAWp10cez121AgPe5XuWAGBCaAvTVQdZfPCRV2AE+KWGXf+B6oFHnnfbpaZAfgwq6ICFBqKGYH4GMDifegUa1x8FtxXAH3ICmkbgig+itoADCyAQX4wFlqfeeOFVKECEqSGYHgIM2gjkby8KGeJtE5BYIoDHpchchlAu8JsAMApgQHvlIdiigzmuBqSX8H0pgJQPOhBmBEZGZ1uSuElwom5OVjGlmO5FdqGCqJm55YU2UinZnfJ1eONqesp3540xvjiofiaOiBsFbybXm5wsgrijjC7eGWOLPvapmqB0QrnilzwummCaAojI5m1uojgpFXMGWSOglP043naeSsinjqUK4KOlDba46aJHrqkkdUzC+eoTsVaKn5apOcAnjh9iitr/qTpaeSh2op6KY4tiqnpso64uR6modEqJwKFjnubpfRB2J2p471UqZaJechjZfv39F+CyTkwJ3cAEuybidMqaC2vBDDesJsIJW0eEwA5X3NzBEJcIcBMUW+wxcBhnDECcC39sMsgiS6owsye3HFvIGZPMsss0swYzxDIHXPPOqd2McM4c88yzz/+urLPQNRMtHdBMdIz0x0qXK/EQTj9tcdRNbty01S5jHfGAXJ/stcpTB1B12AyPvZvWS5yNNsFqa2x00G97HDd1bCvhdt3P3T1y3knszffFKa8999aDO+w3020nrnjhcpctuOPBLQ44EpNTPpvlhzeuOdyQ4925/96fgx4646SXDh3nkqu+euh/jx64633DjvrstBN++uVHZJ77aqyD/btwwas4PPG2826E78enmrwZPtRQwQHUV2/99dhnr/323HfvffXPl1EA7OSXb/7un4x//vrstx+7+O7HL3/hysE///34J2x//vzfXz8X6uufAN33PykEcIAINF8BgXDABDoQcguEQQMfSEGc6WKCFcxg1tKnwQ4u7YIeDKHK9ifCEEbwBRgsYQVP6IIUqvCBLGyBC1+YwBiyYIY0HKANV4DDHPZvhyrooQ/zB8QUCHGI/gMhEilYRBQccYnxa+IJngjF9knRBFSs4vquWIIsalGBSvyiALlIAicvijF8ADzjGMOoRvyRcQSjiaMc50jHOtrxjni0oy72yMc++rEEIQAAOw==)

The translate() method moves an element from its current position (according to the parameters given for the X-axis and the Y-axis). (right and down) value can be minus also

#wrapper{

  padding:20px;

  margin:20px;

}

a{

  text-decoration: none;

  background-color: lightcoral;

  padding:10px 20px;

  color:white;

  transform:translate(50px,50px);

}

It will not transform the element as anchor tag is inline element so first we have to make it inline-block

Now it will translate the anchor tag as it now become inline-block

#wrapper{

  padding:20px;

  margin:20px;

}

a{

  text-decoration: none;

  background-color: lightcoral;

  padding:10px 20px;

  color:white;

  transform:translate(50px,50px);

**display:inline-block**;

}

Now we transform the element through hover

#wrapper{

  padding:20px;

  margin:20px;

}

a{

  text-decoration: none;

  background-color: lightcoral;

  padding:10px 20px;

  color:white;

}

**a:hover{**

**display:inline-block;**

**transform:translate(50px,50px);**

**}**

## **The rotate() Method**

![Rotate](data:image/gif;base64,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)

The rotate() method rotates an element clockwise or counter-clockwise according to a given degree.

The following example rotates the <div> element clockwise with 20 degrees:

### Example

#wrapper{

  padding:20px;

  margin:20px;

}

a{

  text-decoration: none;

  background-color: lightcoral;

  padding:10px 20px;

  color:white;

}

a:hover{

  display:inline-block;

  transform:rotate(20deg)

}

Using negative values will rotate the element counter-clockwise.

**Now make the angle -20deg**

#wrapper{

  padding:20px;

  margin:20px;

}

a{

  text-decoration: none;

  background-color: lightcoral;

  padding:10px 20px;

  color:white;

}

a:hover{

  display:inline-block;

**transform:rotate(-20deg)**

}

## **The scale() Method**

![Scale](data:image/gif;base64,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)

The scale() method increases or decreases the size of an element (according to the parameters given for the width and height).

The following example increases the <div> element to be two times of its original width, and three times of its original height:

### Example

div {  
  transform: scale(2, 3);  
}

#wrapper{

  padding:20px;

  margin:20px;

}

a{

  text-decoration: none;

  background-color: lightcoral;

  padding:10px 20px;

  color:white;

}

a:hover{

  display:inline-block;

**transform:scale(2,3);**

}

We can also decrease width and height of the element

#wrapper{

  padding:20px;

  margin:20px;

}

a{

  text-decoration: none;

  background-color: lightcoral;

  padding:10px 20px;

  color:white;

}

a:hover{

  display:inline-block;

**transform:scale(0.8,0.7);**

}

## **The scaleX() Method**

The scaleX() method increases or decreases the width of an element.

The following example increases the <div> element to be two times of its original width:

### Example

div {  
  transform: scaleX(2);  
}

#wrapper{

  padding:20px;

  margin:20px;

}

a{

  text-decoration: none;

  background-color: lightcoral;

  padding:10px 20px;

  color:white;

}

a:hover{

  display:inline-block;

**transform:scalex(2);**

}

## **The scaleY() Method**

The scaleY() method increases or decreases the height of an element.

The following example increases the <div> element to be three times of its original height:

### Example

div {  
  transform: scaleY(3);  
}

#wrapper{

  padding:20px;

  margin:20px;

}

a{

  text-decoration: none;

  background-color: lightcoral;

  padding:10px 20px;

  color:white;

}

a:hover{

  display:inline-block;

  transform:scaley(2);

}

## **The skew () Method**

The skew () method skews(tirsha) an element along the X-axis by the given angle.and y axis

The following example skews the <div> element 20 degrees along the X-axis and 10 degrees along y axis:

### Example

div {  
  transform: skew(20deg,10deg);  
}

#wrapper{

  padding:20px;

  margin:20px;

}

a{

  text-decoration: none;

  background-color: lightcoral;

  padding:10px 20px;

  color:white;

  display:inline-block;

  transform:skew(20deg,10deg);

}

/\* a:hover{

  display:inline-block;

  transform:scaley(2);

} \*/

## **The skewX() Method**

The skewX() method skews an element along the X-axis by the given angle.

The following example skews the <div> element 20 degrees along the X-axis:

### Example

div {  
  transform: skewX(20deg);  
}

## **The skewY() Method**

The skewY() method skews an element along the Y-axis by the given angle.

The following example skews the <div> element 20 degrees along the Y-axis:

### Example

div {  
  transform: skewY(20deg);  
}

# CSS transform-origin Property

The transform-origin property allows you to change the position of transformed elements.

2D transformations can change the x- and y-axis of an element. 3D transformations can also change the z-axis of an element.

## **CSS Syntax**

transform-origin: *x-axis y-axis z-axis*|initial|inherit;

## **Property Values**

|  |  |
| --- | --- |
| **Property Value** | **Description** |
| *x-axis* | Defines where the view is placed at the x-axis. Possible values:   * left * center * right * *length* * *%* |
| *y-axis* | Defines where the view is placed at the y-axis. Possible values:   * top * center * bottom * *length* * *%* |
|  |  |

We basically use % (percentage)

We rotate the element by 20 degree not from centre but 0 x-axis and 100 y-axis.

So the transform-origin:0% 100%

#wrapper{

  padding:20px;

  margin:20px;

}

a{

  text-decoration: none;

  background-color: lightcoral;

  padding:10px 20px;

  color:white;

  display:inline-block;

  transform:rotate(20deg);

  transform-origin: 0% 100%;

}

/\* a:hover{

  display:inline-block;

  transform:scaley(2);

} \*/

# CSS Transitions

CSS transitions allows you to change property values smoothly, over a given duration.

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

<div id="div1">

</div>

</body>

</html>

Mystyle.css

#div1{

  height:100px;

  width:100px;

  background-color: red;

  margin:100px;

}

On hover we want to change width of the div

We have to apply two properties for smooth transition

The transition-property property specifies the name of the CSS property the transition effect is for (the transition effect will start when the specified CSS property changes).

The transition-duration property specifies how many seconds (s) or milliseconds (ms) a transition effect takes to complete.

#div1{

  height:100px;

  width:100px;

  background-color: red;

  margin:100px;

**transition-property:width;**

**transition-duration:1s;**

}

#div1:hover{

  width:200px;

}

Now in transition effect we want background-color.

#div1{

  height:100px;

  width:100px;

  background-color: red;

  margin:100px;

**transition-property:background-color;**

**transition-duration:1s;**

}

#div1:hover{

  background-color: green;

}

We can give multiple transition property

#div1{

  height:100px;

  width:100px;

  background-color: red;

  margin:100px;

**transition-property:width,background-color;**

**transition-duration:1s;**

}

#div1:hover{

  background-color: green;

  width:200px;

}

|  |  |
| --- | --- |
| transition-property:all | Default value. All properties will get a transition effect |

#div1{

  height:100px;

  width:100px;

  background-color: red;

  margin:100px;

**transition-property:all;**

  transition-duration:1s;

}

#div1:hover{

  background-color: green;

  width:200px;

}

We can give transition-duration in milliseconds for example

#div1{

  height:100px;

  width:100px;

  background-color: red;

  margin:100px;

  transition-property:width;

**transition-duration:50ms;**

}

#div1:hover{

  background-color: green;

  width:200px;

}

We can increase the duration in milli second

#div1{

  height:100px;

  width:100px;

  background-color: red;

  margin:100px;

  transition-property:width;

**transition-duration:500ms;**

}

#div1:hover{

  background-color: green;

  width:200px;

}

# CSS transition-delay Property

The transition-delay property specifies when the transition effect will start.

The transition-delay value is defined in seconds (s) or milliseconds (ms)

#div1{

  height:100px;

  width:100px;

  background-color: red;

  margin:100px;

  transition-property:all;

  transition-duration:500ms;

**transition-delay:500ms**

}

#div1:hover{

   width:200px;

}

# Print Specific Style in CSS

The @media rule is used in media queries to apply different styles for different media types/devices. (We basically used to print the data)

@media screen is for screen

@media print is for print

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

<div id="div1">

    <img src="image/bird.jpg" alt="">

    <p>Lorem ipsum dolor sit amet consectetur adipisicing elit. Nostrum cupiditate veniam autem commodi inventore iure accusantium, consequatur dolor iusto alias molestiae, ipsum maiores odit tempora aperiam earum harum, laudantium quo beatae amet aliquam. Numquam consequatur enim eaque! Fugit consectetur eaque odio perspiciatis, eum excepturi, eius tempore voluptate reiciendis magnam rerum quidem in provident optio aliquid exercitationem quaerat labore ullam quia omnis cum! Sit voluptas obcaecati aut iure voluptate voluptates reprehenderit reiciendis odio, deserunt dolor officiis accusamus eius officia necessitatibus assumenda possimus mollitia cupiditate ad ex fugit sequi nobis. Quaerat laboriosam itaque, tenetur debitis praesentium aperiam nemo laborum. Ratione ipsa ad illo doloremque dolor libero fugiat accusantium dolorum iste odit. Dolorum cum aut laboriosam omnis officiis quaerat magnam vero soluta dolorem nisi unde harum, quisquam illum fuga, illo ducimus sapiente ut! Autem corporis aspernatur, consectetur facere quos odit expedita optio nobis ipsa eaque, quasi deleniti error quidem veritatis blanditiis iste sapiente distinctio fugiat quod nemo velit doloribus. Amet placeat est officiis, mollitia libero eveniet tempora, voluptate quas explicabo temporibus maxime soluta. Nesciunt eum quaerat voluptatibus similique, adipisci cupiditate autem officiis minima expedita eos veritatis voluptate iste ab mollitia aperiam ducimus earum nobis delectus dignissimos laudantium. Debitis rerum fuga illo minus inventore iure nihil quas quidem vel doloremque distinctio doloribus nulla quis, delectus quae ipsa alias, praesentium quibusdam? Iusto, quis mollitia, sunt nobis nulla magni architecto laborum ducimus iure, veritatis repellendus suscipit. Dicta sit cum numquam sapiente quod libero tempora dolore nihil, eius quo. Recusandae ipsam maxime molestias. Deleniti, amet rem sunt tempora voluptatibus aspernatur, repellendus ad consectetur exercitationem natus illum veniam quisquam? Quas libero omnis, sunt illo porro reiciendis corrupti molestias quasi modi, iusto itaque! Odit perspiciatis iste excepturi quisquam laborum in minus quae libero ipsa voluptatibus nulla, rem deleniti fugiat! Ad porro odit sed magni maiores. Doloremque, eligendi totam debitis hic obcaecati consectetur ipsum pariatur amet, illum officia quam labore omnis in veritatis sit eaque itaque exercitationem accusantium quo qui est maiores, cum animi officiis. Ullam quas, alias, id necessitatibus qui, inventore minus consequatur sequi ducimus eveniet dignissimos officiis sunt? Nihil ex eaque voluptatum, sint quo maiores ea commodi asperiores placeat magni eveniet explicabo. Iure magni quibusdam nisi, nam eos, perferendis error sed ab culpa sunt laborum! Iste enim nobis laboriosam omnis obcaecati voluptatibus sunt quis quaerat provident iure tempora veniam unde amet, blanditiis nesciunt perspiciatis, accusamus totam, sed aut nulla ullam. Pariatur modi aspernatur aliquid eaque tenetur repellat deserunt qui animi, quia minima. Blanditiis corporis nam velit harum natus soluta aliquam, deleniti voluptatum magni ea odit omnis beatae, quod labore iste! Cumque sunt suscipit beatae eveniet dignissimos facilis velit sit earum cupiditate ullam, tempore numquam repellat eius magnam quibusdam mollitia cum voluptatem, obcaecati at tempora. Eligendi blanditiis exercitationem dolore quibusdam obcaecati, libero repellat distinctio vel tempore possimus non accusantium praesentium voluptates aliquid corporis optio pariatur! Repudiandae impedit sunt facere, odio cum rem commodi veritatis hic aliquam deleniti, nobis quam iste laudantium accusamus? Et quidem aliquid, laborum alias voluptatibus numquam eius, iusto sequi error deserunt qui animi sint quam maxime est soluta non adipisci atque sit! Rem molestias dolorum quibusdam in voluptatibus laboriosam odit dicta quaerat voluptas veniam ea animi amet beatae aperiam sequi voluptates minima, itaque deserunt mollitia earum culpa labore dolore! Veniam harum nobis aut officia expedita, fuga asperiores perspiciatis eius architecto a error? Inventore ducimus, non unde reprehenderit temporibus quibusdam mollitia omnis exercitationem pariatur, aliquid aut maiores suscipit ex itaque accusamus vero excepturi dolor molestiae quis eum. Totam eligendi ipsam amet modi consequuntur alias necessitatibus quisquam consequatur accusamus vel iure sapiente dolores perferendis iusto non inventore asperiores aperiam animi, consectetur voluptates fugiat laborum commodi molestias unde. Vero possimus odio unde tenetur ipsum eveniet doloribus exercitationem mollitia reprehenderit iure qui quod voluptate, totam excepturi modi soluta deserunt. Fugit, a. At incidunt quia, repudiandae iste voluptatem quo harum cumque excepturi dolorum veritatis soluta aspernatur vel, repellendus dolor expedita. Necessitatibus sapiente officiis debitis cupiditate quo obcaecati odio minima illo ducimus voluptatum quis reiciendis quia vel quisquam tempore exercitationem, dicta nihil! Molestias, commodi, nemo porro aliquam repellat perferendis totam aperiam expedita officia culpa, rerum necessitatibus! Amet, laborum veniam porro quo velit nisi provident, fugit, consequatur temporibus rerum soluta quis iusto maxime? A laudantium quam hic magnam ullam illum labore numquam facilis cupiditate maxime, velit consectetur eos quo perspiciatis ea? Sequi exercitationem laboriosam impedit odio animi natus corporis, enim non iusto accusamus inventore. Maiores itaque quis enim, impedit odio obcaecati repellat culpa voluptate sapiente. Eaque et consequuntur quaerat itaque culpa vel quisquam quasi odit doloremque nemo. Voluptate dignissimos aspernatur nam vitae, dolor dicta ipsum itaque reprehenderit, dolorem illum nesciunt enim nihil! Optio vel placeat soluta sed explicabo quae, ab aliquid et excepturi dolore voluptatibus non animi! Fugiat laudantium veritatis nulla aliquam illum eum necessitatibus, reprehenderit cupiditate deleniti non delectus voluptatibus perferendis magni ab amet ipsa? Suscipit, blanditiis! Minima, possimus quaerat similique odit nulla dolorem officiis id amet. Nulla in animi ipsam! Illo repudiandae id ipsam non sequi, ad iure alias doloremque quasi animi et sed aperiam, ea tempore blanditiis inventore quia repellat nobis cum aliquid! Deserunt totam eaque necessitatibus beatae dolor dolore nihil, laudantium odit quasi perspiciatis numquam accusamus facilis tempore laborum corrupti nam similique itaque ullam quaerat tempora vitae. Quibusdam suscipit dicta dignissimos pariatur assumenda soluta enim repellat veniam laudantium adipisci, autem a. Nam a necessitatibus corporis tempora nesciunt beatae, dolor placeat porro laboriosam id! Quis soluta dignissimos a at adipisci eaque minus veritatis ipsam eius minima voluptatibus similique quos porro nam exercitationem esse suscipit molestias reprehenderit, provident voluptatem? Deleniti odio voluptates corrupti sed voluptatum laudantium in nesciunt quo atque ullam assumenda magni est, tempora enim sapiente modi! Id error excepturi ipsum magnam quibusdam doloribus quod dolores impedit voluptatibus quae quas minima architecto laboriosam dolore nulla nisi ex, harum et iusto cupiditate eius debitis vero. Maxime nobis, voluptas commodi eum itaque minima nulla ipsam quasi assumenda praesentium est earum accusantium nemo accusamus unde repellendus soluta voluptatibus incidunt dolor a tenetur? Quaerat corporis accusantium ea voluptatibus eius rerum a sequi, doloribus recusandae accusamus. Accusantium dolorem dolore vero, quibusdam excepturi tempore iste! Quae.

    </p>

</div>

</body>

</html>

**Mystyle.css**

@media screen{

  p{

    font-size:20px;

  }

}

@media print{

  p{

    font-size:30px;

  }

  img{

    display:none;

  }

  div{

    width:50%;

  }

}

# CSS Multiple Columns

The CSS multi-column layout allows easy definition of multiple columns of text - just like in newspapers:

The column-count property specifies the number of columns an element should be divided into.

Example

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

<div>

    Lorem ipsum dolor sit amet consectetur adipisicing elit. Iure repudiandae, quisquam dolorem quis ipsam dolor eaque quasi! Accusamus quas blanditiis nobis fuga recusandae officia iusto facilis, officiis laborum provident. Molestiae voluptate id velit dolores a eaque, fuga odio tenetur dolore ipsam in repellendus, dolorem, rerum reiciendis fugiat quo? Libero voluptatem labore maxime officiis perspiciatis, laborum sint dicta harum esse deleniti praesentium sunt recusandae ipsam, reiciendis et impedit? Quaerat ipsum, non amet harum quo nam. Assumenda aspernatur animi, aliquid quidem a voluptate in eligendi eius ipsam quis iure dolore atque, quasi debitis fugit facilis magnam totam numquam blanditiis earum, eaque dicta. Sit, temporibus vero iste eveniet possimus et. Rerum odio nemo ea, laboriosam odit magnam accusamus numquam pariatur quos eius aliquid laborum, quis dolores! Vero consequuntur, ipsam necessitatibus consequatur suscipit, quae blanditiis obcaecati quam illum repudiandae expedita. Maiores ipsam deleniti aspernatur, esse blanditiis autem iusto perferendis voluptates. Ullam reprehenderit aliquid voluptatum, magnam iste sint. Magnam, omnis? Quia omnis accusamus velit error ratione impedit nisi voluptas aut aperiam iusto voluptatem, itaque laudantium officia, unde fugit delectus rem quas deserunt minus maxime, dignissimos molestias? Porro expedita autem dolor dolorum similique natus commodi, explicabo, illo facilis voluptas aperiam et, cum quasi itaque id aliquam?

</div>

</body>

</html>

Mystyle.css

div{

  column-count: 3;

}

# CSS column-gap Property

The column-gap property specifies the gap between the columns in grid

div{

  column-count: 3;

  column-gap:50px;

}

# CSS column-rule-style Property

The column-rule-style property specifies the style of the rule between columns.

div{

  column-count: 3;

  column-gap:50px;

  column-rule-style:solid;

}

# CSS column-rule-width Property

The column-rule-width property specifies the width of the rule between columns.

div{

  column-count: 3;

  column-gap:50px;

  column-rule-style:solid;

  column-rule-width:1px;

}

# CSS column-rule-color Property

The column-rule-color property specifies the color of the rule between columns.

Short Cut for column-rule

div{

  column-count: 3;

  column-gap:50px;

  /\* column-rule-style:solid;

  column-rule-width:1px;

  column-rule-color:red; \*/

  column-rule:1px solid red;

}

Now give heading in the div

<!DOCTYPE html>

<html lang="en">

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

 </head>

<body>

<div>

    <h1>Lorem ipsum dolor sit, amet consectetur adipisicing elit. Quisquam officia fuga voluptatum quam quidem aliquam nulla dolores dolorum, praesentium id.</h1>

    Lorem ipsum dolor sit amet consectetur adipisicing elit. Iure repudiandae, quisquam dolorem quis ipsam dolor eaque quasi! Accusamus quas blanditiis nobis fuga recusandae officia iusto facilis, officiis laborum provident. Molestiae voluptate id velit dolores a eaque, fuga odio tenetur dolore ipsam in repellendus, dolorem, rerum reiciendis fugiat quo? Libero voluptatem labore maxime officiis perspiciatis, laborum sint dicta harum esse deleniti praesentium sunt recusandae ipsam, reiciendis et impedit? Quaerat ipsum, non amet harum quo nam. Assumenda aspernatur animi, aliquid quidem a voluptate in eligendi eius ipsam quis iure dolore atque, quasi debitis fugit facilis magnam totam numquam blanditiis earum, eaque dicta. Sit, temporibus vero iste eveniet possimus et. Rerum odio nemo ea, laboriosam odit magnam accusamus numquam pariatur quos eius aliquid laborum, quis dolores! Vero consequuntur, ipsam necessitatibus consequatur suscipit, quae blanditiis obcaecati quam illum repudiandae expedita. Maiores ipsam deleniti aspernatur, esse blanditiis autem iusto perferendis voluptates. Ullam reprehenderit aliquid voluptatum, magnam iste sint. Magnam, omnis? Quia omnis accusamus velit error ratione impedit nisi voluptas aut aperiam iusto voluptatem, itaque laudantium officia, unde fugit delectus rem quas deserunt minus maxime, dignissimos molestias? Porro expedita autem dolor dolorum similique natus commodi, explicabo, illo facilis voluptas aperiam et, cum quasi itaque id aliquam?

</div>

</body>

</html>

# CSS column-span Property

The column-span property specifies how many columns an element should span across

Mystyle.css

div{

  column-count: 3;

  column-gap:50px;

  /\* column-rule-style:solid;

  column-rule-width:1px;

  column-rule-color:red; \*/

  column-rule:1px solid red;

}

h1{

  column-span: all;

}

# CSS Grid Layout Module

CSS Grid is the new Layout Model in CSS

From Oct 2017 all major browser started supporting CSS Grid

First we design with the help of table then by div, after div come flex and now come CSS Grid.

The CSS Grid Layout Module offers a grid-based layout system, with rows and columns, making it easier to design web pages without having to use floats and positioning.

## **Grid Elements**

A grid layout consists of a parent element, with one or more child elements.

# Difference between CSS Grid and CSS Flexbox

CSS Grid Layout, is a two-dimensional grid-based layout system with rows and columns, making it easier to design web pages without having to use floats and positioning. Like tables, grid layout allow us to align elements into columns and rows.

To get started you have to define a container element as a grid with **display: grid,** set the column and row sizes with grid-template-columns and grid-template-rows, and then place its child elements into the grid with grid-column and grid-row.

The CSS Flexbox offers a one-dimensional layout. It is helpful in allocating and aligning the space among items in a container (made of grids). It works with all kinds of display devices and screen sizes.

To get started you have to define a container element as a grid with **display: flex;**

**Uniqueness In Grid And Flexbox:**

**One Vs Two Dimension:**

* Grid is made for two-dimensional layout while Flexbox is for one. This means Flexbox can work on either row or columns at a time, but Grids can work on both.
* Flexbox, gives you more flexibility while working on either element (row or column). HTML markup and CSS will be easy to manage in this type of scenario.
* GRID gives you more flexibility to move around the blocks irrespective of your HTML markup.

**Content-First vs Layout-First:**

* The Flexbox layout is best suited to application components and small-scale layouts, while the Grid layout is designed for larger-scale layouts that are not linear in design.

Both Flexbox and css grid has its own importance and should be used for designing a web page

Grid words for 2 dimensional aligment

Flexbox is good space distrubtion

**Grid Columns**

The vertical lines of grid items are called columns

The horizontal lines of grid items are called rows.

The space between each column/row are called gaps

The line between columns are called column lines

The line between rows are called row lines

![https://www.w3schools.com/css/grid_lines.png](data:image/png;base64,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)

**Difference between inline-grid and grid**

The difference between the values inline-grid and grid is that the inline-grid will make the element inline while grid will make it a block-level element.

Inline-grid will depent on content size,while grid will take full width container.

Example

<!DOCTYPE html>

<html>

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

</head>

<body>

<div class="grid-container">

    <div class="grid-item" id="grid-1">1</div>

    <div class="grid-item" id="grid-2">2</div>

    <div class="grid-item" id="grid-3">3</div>

    <div class="grid-item" id="grid-4">4</div>

    <div class="grid-item" id="grid-5">5</div>

    <div class="grid-item" id="grid-6">6</div>

    <div class="grid-item" id="grid-7">7</div>

    <div class="grid-item" id="grid-8">8</div>

    <div class="grid-item" id="grid-9">9</div>

</div>

</body>

</html>

Mystyle.css

.grid-container{

  background-color: indianred;

  padding:20px;

  display:inline-grid;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

# CSS grid-template-columns Property

The grid-template-columns property specifies the number (and the widths) of columns in a grid layout.

The values are a space separated list, where each value specifies the size of the respective column.

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 400px;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

It automatically divide the div into column

|  |  |
| --- | --- |
| auto | The size of the columns is determined by the size of the container and  on the size of the content of the items in the column,it try to occupy whole space |

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 400px auto;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

If you want all column to equal in size , apply auto to each column

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:auto auto auto;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

We can give column value in percentage

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:**auto 50% auto;**

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

We can give as many column value as we can , we give another column of 50px.

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:auto 50% auto 50px;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

# CSS grid-template-rows Property

The grid-template-rows property specifies the number (and the heights) of the rows in a grid layout.

The values are a space-separated list, where each value specifies the height of the respective row.

|  |  |
| --- | --- |
| auto | The size of the rows is determined by the size of the container,  and on the size of the content of the items in the row |

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:auto 50% auto;

  grid-template-rows:100px 200px auto;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

# CSS grid-column-gap Property

The grid-column-gap property defines the size of the gap between the columns in a grid layout.

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:auto 50% auto;

  grid-template-rows:100px 200px auto;

  grid-column-gap:30px;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

# CSS grid-row-gap Property

The grid-row-gap property defines the size of the gap between the rows in a grid layout.

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:auto 50% auto;

  grid-template-rows:100px 200px auto;

  grid-column-gap:30px;

  grid-row-gap:10px;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

Now make column-gap 10px and row-gap 10px and grid-template-column: 200px 300px 200px

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  grid-template-rows:100px 200px auto;

  grid-column-gap:10px;

  grid-row-gap:10px;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

# CSS justify-content Property

The justify-content property aligns the flexible container's items when the items do not use all available space on the main-axis (horizontally).

|  |  |
| --- | --- |
| start | Default value. Items are positioned at the beginning of the container |
| end | Items are positioned at the end of the container |

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  grid-template-rows:100px 200px auto;

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: start;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  grid-template-rows:100px 200px auto;

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: end;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

|  |  |
| --- | --- |
| center | Items are positioned in the center of the container |

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  grid-template-rows:100px 200px auto;

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: center;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

|  |  |
| --- | --- |
| space-between | Items will have space between them |

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  grid-template-rows:100px 200px auto;

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-between;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

|  |  |
| --- | --- |
| space-around | Items will have space before, between, and after them |

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  grid-template-rows:100px 200px auto;

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-around;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

|  |  |
| --- | --- |
| space-evenly | Items will have equal space around them |

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  grid-template-rows:100px 200px auto;

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

Now give height to .grid-container as height:600px and remove grid-template-rows property

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:600px;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

# CSS align-content Property

The align-content property can also be used on a grid container to align grid items in the block direction.

|  |  |
| --- | --- |
| start | Lines are packed toward the start of the grid |

And also decrease the size of container to 400px

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

**align-content:start;**

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

|  |  |
| --- | --- |
| end | Lines are packed toward the end of the grid |

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

**align-content:end;**

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

|  |  |
| --- | --- |
| center | Lines are packed toward the center of the grid |

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:center;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

|  |  |
| --- | --- |
| space-between | Lines are evenly distributed in the grid |

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

**align-content:space-between;**

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

|  |  |
| --- | --- |
| space-around | Lines are evenly distributed in the grid,  with half-size spaces on either end |

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

**align-content:space-around;**

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

|  |  |
| --- | --- |
| space-evenly | Lines are evenly distributed in the grid,  with equal space around them |

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

**align-content:space-evenly;**

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

## **Grid Lines**

The lines between columns are called column lines.

The lines between rows are called row lines.

![https://www.w3schools.com/css/grid_lines.png](data:image/png;base64,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)

Now we are going to merge column1 to column3

# CSS grid-column-start Property

The grid-column-start property defines on which column-line the item will start.

# CSS grid-column-end Property

The grid-column-end property defines how many columns an item will span, or on which column-line the item will end( how many column will merge)

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

**grid-column-start: 1;**

**grid-column-end: 3;**

}

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

**grid-column-start: 1;**

**grid-column-end: 3;**

}

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

 /\*  grid-column-start: 1;

  grid-column-end: 3; \*/

  /\*Short cut to this is \*/

**grid-column:1/3;**

}

We can also write grid-column:1/span 2(i.e. how many column to merge)

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

 /\*  grid-column-start: 1;

  grid-column-end: 3; \*/

  /\*Short cut to this is \*/

**grid-column:1/span 2;**

}

# CSS grid-row-start Property

The grid-row-start property defines on which row-line the item will start.

# CSS grid-row-end Property

The grid-row-end property defines how many rows an item will span, or on which row-line the item will end (how many rows to be merge)

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

**grid-row-start: 1;**

**grid-row-end: 4;**

}

Shortcut to grid row

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

  /\* grid-row-start: 1;

  grid-row-end: 4;  \*/

**grid-row:1/4;**

}

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

  /\* grid-row-start: 1;

  grid-row-end: 4;  \*/

  grid-row:1/span 3;

}

# CSS grid-area Property

The grid-area property specifies a grid item's size and location in a grid layout, and is a shorthand property for the following properties:

* grid-row-start
* grid-column-start
* grid-row-end
* grid-column-end

![https://www.w3schools.com/css/grid_lines.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAlMAAAH5CAMAAACS8EvPAAAAGXRFWHRTb2Z0d2FyZQBBZG9iZSBJbWFnZVJlYWR5ccllPAAAAI1QTFRFN6T0MJ/0n9T6P6n1z+n8EEt5GHC2CCU80Or9gICAb7/4KJrzwMDAQEBA8PDw0NDQEBAQoKCg4ODgYGBgICAgMDAwUFBQkJCQcHBwsLCwh8n4LJ3zG1J6DSk9KXu3nK++q9n6MaD0Mzs/6PX+3O/9Z3V/OaX0O6b0h5WeZGpvrL/NIZbzAAAA////////8sp3BQAAAC90Uk5T/////////////////////////////////////////////////////////////wBapTj3AAAPtUlEQVR42uzdDZfaNhqGYZKmSdVKsuRvJ036ue3u9l3//5+3kmwYYGAyAwaU4X7OCcMMbqojX5Fea0BejYQsmxVdQDBFMEUwRQimCKYIpgjBFMEUwRQhmCKYIpgiBFMEU7lEl/QBps6Jb0Vca7d+IurZ/3Hfr/8SiykyxbZSDVr3J5oyZvraSoEpMg807jGGE0zZeyKFqSdTSvfwzaC6Ym2qKNaVlbZlp8r4qk8/starYd9UqcOfYixUN9VihVLpie0ejsXUfUTJ5mnRONNIP5uasMRn0jlTi26aRuLP4reNVHum4t+jTFUbl8a9XsIxgWDhwk8GTN1V1iZCmibUVD5K2DMVlNjaBUVdLJrit4FQccBUlGZdG4a0+LJydqzq8BPGqXs1pSWNJ415ZKpPZgINu/nWrkuuXVM2DVGhYm/TMX5s61d5OYipJ001e7Ng/LJnSm1e3Xw7Hja1fhZmvJBwTOGcKjF1b/WUvYApMSom1u2VcwWm7irFZt1gmEqktlnAVF1tXVm6ClP3lUr89CQV16Gqmtn0cQDrTjSltsempsXUfcW20oRpKlzz+TBjVdLOYEqpVdU0XzXlYuVk9kzZxvVKhb/KVKoV1hLuLro3pu3CqFT2pk2DViyERt0aZb1ef6fWL6Rv58dx9KlwUun16Zj0aDtjqvB3+cpUmhqdEEwRTBFMEYIpgimCKYIpQjBFMEUwRQimCKYIpgjBFMEUwRQhmCKYIpgiBFMEUwRTBFOEYIpgimDqvJTrT25revobzXobkd49uVNWofSVTK33w+y291p9FG/8VbtJzztkWGWfOura/w60TP/H0vXHT11vTGfzM2Wbrd2Yr2OqMMd37ipr94LdoZdslTr+/7WViDifnam6Vb00tzD1dHpzdVNPzo/K3sjUE+OUNTq6Km9h6qnYcd6L9uqm4uBeqtG3ZppyOrM1u2gpbjNOmULV0qT+6Gqpt/ZdupGpzYSiN092kNknZ+zLmYqliddlb6rUWbY3rd457hamYqdpqeImXHEYbWrVb8ZTW6vx6qZSd0nT6qFxNm4U57Xa+ld5I1OxVeEE1ZI2oB6LZn+6u267NqbS5o5t3as61jCli+dx2CpdbjL3Tabinm6V2LGLp9Gvx/HKjLcyZdIzn7Zxjr2Wh6lah5IublReVza8tDXdFaJvZyoORmUcEtrYbXEn9blwccbezpSe22nSLqTzOD5E+jcytd6WcJBBa11JHqaibx/OoE97DNdb9XFbj7czZdYnNDVwM9951Up/e1MyJZ03m25FcWNTam5RHqbW3VTVcZvE+uEyx195q83DpvTcWXrrOH97U5WOKadX9s7nbUztHZaFqXk/1/7h1F11PDhuqkunb2vCu+pWxYdNbTehTO2Th51Jb2Gq2B8AsjDV7pa+xdU3Lj9s6sDFZwam0o13du6Vc8W5b/o3tmsqDAnxHgZlXqb8ziX69Ukdq6eqdFE6nz49zjdSup6peV7bNRUu/hpj6tuYmmqBPVM2NXS4nam0w3S5a2psnNfrX9vEO8GE+OuamuveXVO2EWOaSfgg9dad3K6SIo0KOv3q1qYZeHosQu9sLwlv3SX6Ru9LKPUNf6vsU+FkirgSO/3WKD3ayolry+1DrlpRWT3XvfH0TDednB4HpYZ5nCr9fGPKnMN7XQimCKYIpgj5xkwplWM35Nmqb7Szrm5KJMduyrNV32hnYQpTmMIUpjCFKbqJZmEKU5ji5GGKbqJZmMIUpjh5mMIUnYUpTGGKVmEKU3QWpjCFKUxhai9//jhF5McMk2ersu+sP881dd7mnD/89VOKyE8ZJs9W5d5Zf/1wrqnzNuf8YfVPisg/GSbPVuXeWavFTJ22OSemMHXc1JPz49HNOTGFqa+MUy/enBNTmDpu6rTNOTGFqa+ZeunmnJjC1NdMvXRzTkxh6rmmjm3OOe+2s8nvnz+kiHzIMHm2KvfO+vyfS5naX7lX89Hk1cdcxtSxzTmnnUMf8suX9yki7zNMnq3KvbO+/Pd8U+dszkk9RT11yNQ5m3NiClMvyLM258QUppYOpjCFKZr1rZl6810WebPXTZk2a5VHs3I39fZ/GeTtI1N5Nmv1LodmYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFqVdm6uO7DPLxkak8m7X6NYdm5W7q0yqLfNrrpkyb9VsezVrclDfT18IUxw8qOjU8y1ReybNVuXfW+aaUTF876Y4eY8QYaSymMPUiU6M+fkxXhqHqoDlMYeq4KavDOKSt9fMsF5743cHKYApTLzKlJQxU0jnTSBUrqLo2bme6My2mMHWCKVfEn4SHJgiyTj0cZ5n7MHWSqT7pUaF6ileBff1wXO+o0TF1iqk0MIXHLlzpGVPLw5KD+Olo8upjLmNKiUrZLFClIgtTmDrdlJdyZ83TVSNrnsx9Z5myO4iOksIUpg6aipWTKXZNhYHKKFVNS1Wlm47BFKaeFT0VTmWpwmyn0mJ6etSVMWqaAEu1W1xhClNXfF8CJw9TmKJZmMIUpjh5mDrzvcPfZZFH7x3Os1mrPJqVuyk+48BnHDCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmTjcVP/tSVO2AKUwtZGpwdiyda0RjClPLmFIm/HHl2FaYwtQyprp6+lCxMpjC1DKmrKvrMEyNFeMUppaq0UN9HveSMh5TmGItAVO5mrJeaUxhakFT3kncqKVl7sPUQqZKUdYEU4oaHVNLrU81oT5XrCVgatk1z2iqxxSmFjIVd6UOpgrXYQpTC9XovbS1qdzBWxBhClMnrSUMrZNaWdYSMMWaJ6Ywhal7MVW00+78ClOYWmjN07k+7UTNe/IwtZCpzlnmPkwtvuaJKUwtuuZZYwpTC9foVWUxhalFxykjXPdhatnrvvkGRFz3YYo1T0xhClN3Yap3ZWHm8N5hTGEKU8x9mLozUz3jFKYWNmVYn8IUpjCFKUxhClOYerkprzapMYWpJUytf3/M75AxxfoUpjCFKUxhClOYwhSmMPVqTVlMYWphU9pVA6YwtaSpsq9FWm8xhakF66mya520fMYBU4vW6INhHR1Ty5kqfXux2Q9Td1lPNVJfrkrH1D2aKqTuB677MLXk3Gd95S62noCpu63Rh6p2fMYBUwuaKn1VC/ujY2ohUzZ6krYrmfswtZApLaGYstTomFpwLeFi9+7D1B2veSpjeo0pTC1myosY4y5TomPqPuc+l/bzVMLvkDG1kCk/7ztsuM8ophYytd4fnfuMYmrpcapinMLUUmueUz3VUU9harHrvsGl676K6z5MsT6FqWxNsY6OqUVNDSq9x8UOPe9LwNQiphoRaewQvvD+KUwtYsqLH8umFdMVzH2YWsRUWpQqpaWewtRSpqZNPEVjClOYwlS2pup4pxlpuN8Mphar0c1DMIUp1jwxhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTC1oys97nRXmiY+VDkoVzzP18V0G+fjIVJ7NWv2aQ7OWN6Vk+to9sYts7UxzeLOhfVOfVlnk0143Zdqs3/Jo1sVMjU98CDC+VEn5DFN5Jc9W5d5Zy5my2gY81no13UIrPNn59JY++MlTTGHquKlkRrr1LFfUtXGNfTiuciOmMHWCKVfEn4SHpo1bga7voeyVcQWmMHWKqT7OeqLGIroa+3nP4rEPY9aAKUydYmras0OFq8D4cfhato+L9ZRWu/nXz9+niHyfYfJsVe6d9fO/L2NKyWRme0GhSkeTVx9zGVP+8cqBMYxTjFNnmLJue4kzXv4VB9dEqaeopw6ZSjsJFbumwkBllJrv9q5dpfqdhQVMYeqJzLNZWaow26m0rpkedWWMKuflz8q0neW6D1O3eF8CJw9TmKJZmMIUpjh5mDrzfZ7fZZFH78nLs1mrPJqVuyneO8x7hzGFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwhSmMIUpTGEKU5jCFKYwhSlMYQpTmMIUpjCFKUxhClOYwtQLTWk1fbXKLmHq47sM8vGRqTybtfo1h2Ytb0rJ+qt66jDr5DmmPq2yyKe9bsq0Wb/l0ayLmfrKOGWeZyqv5Nmq3DtrOVPrlNqun5QPP+1cjylMvdCUFj2OMhgR8XHYasOTfgPNDQpTmDrJlOuipjBAtU0ZfuTXM181YgpTp5mq4qAkXfgzhGdVMx9TW0xh6kRT6dovPHpRIWZ6rZBixBSmzjSlxKSkl5om+VLhgNGbnfz++UOKyIcMk2ercu+sz7/3FzHVydbKQtJTi/HpcPLqYy5iKtZUB48r9U5++fI+ReR9hsmzVbl31pdfirNNxcpJlbumxj5MddoXx9exqKeop45lLpCKwgRAaXqbHlUdxkC9fRymMHWL9yVw8jCFKZqFKUxhipOHKUxh6sam/n6TIvImw+TZqtw76+8bm/rj7RSRtxkmz1Zl31l/3NbU5l3teswwebbqG+2s1UjIssEUwRTBFMEUIZgimCKYIgRTBFMEU4RgimCKYIqQdf4vwABq+Djt0aDtjgAAAABJRU5ErkJggg==)

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-5{

  /\* first row line /second column line/end row line/end column line \*/

**grid-area: 1/2/3/4;**

}

Or use span to merge row and column

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-5{

  /\* first row line /second column line/end row line/end column line \*/

**grid-area: 1/2/span 2/span 3;**/\* span tell how many row or col to be merge \*/

}

# CSS grid-area Property

Now create new html file

<!DOCTYPE html>

<html>

<head>

    <title>Document</title>

    <link rel="stylesheet" type="text/css" href="mystyle.css"/>

</head>

<body>

<div class="grid-container">

    <div class="grid-item" id="grid-1">1</div>

    <div class="grid-item" id="grid-2">2</div>

    <div class="grid-item" id="grid-3">3</div>

    <div class="grid-item" id="grid-4">4</div>

    <div class="grid-item" id="grid-5">5</div>

    <!-- <div class="grid-item" id="grid-6">6</div>

    <div class="grid-item" id="grid-7">7</div>

    <div class="grid-item" id="grid-8">8</div>

    <div class="grid-item" id="grid-9">9</div> -->

</div>

</body>

</html>

The grid-area property can also be used to assign a name to a grid item. Named grid items can then be referenced to by the grid-template-areas property of the grid container.

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  grid-template-columns:200px 300px 200px;

  /\* grid-template-rows:100px 200px auto; \*/

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

  grid-area: 'header';

}

#grid-2{

  grid-area: 'menu';

}

#grid-3{

  grid-area: 'main';

}

#grid-4{

  grid-area: 'right';

}

#grid-5{

  grid-area: 'footer';

}

Now comment following properties in grid-container

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  /\* grid-template-columns:200px 300px 200px;

   grid-template-rows:100px 200px auto;

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly; \*/

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

  grid-area: header;

}

#grid-2{

  grid-area: menu;

}

#grid-3{

  grid-area: main;

}

#grid-4{

  grid-area: right;

}

#grid-5{

  grid-area: footer;

}

# CSS grid-template-areas Property

The grid-template-areas property specifies areas within the grid layout.

You can name grid items by using the grid-area property, and then reference to the name in the grid-template-areas property.

Each area is defined by apostrophes. Use a period sign to refer to a grid item with no name.

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  /\* grid-template-columns:200px 300px 200px;

   grid-template-rows:100px 200px auto;

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly; \*/

  grid-template-areas:

  'header header header header header header'

  'menu main main main right right'

  'menu footer footer footer footer footer'

  ;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

  grid-area: header;

}

#grid-2{

  grid-area: menu;

}

#grid-3{

  grid-area: main;

}

#grid-4{

  grid-area: right;

}

#grid-5{

  grid-area: footer;

}

Now give grid-gap:10px in grid container

.grid-container{

  background-color: indianred;

  padding:20px;

  display:grid;

  /\* grid-template-columns:200px 300px 200px;

   grid-template-rows:100px 200px auto;

  grid-column-gap:10px;

  grid-row-gap:10px;

  justify-content: space-evenly;

  height:400px;

  align-content:space-evenly; \*/

  grid-template-areas:

  'header header header header header header'

  'menu main main main right right'

  'menu footer footer footer footer footer'

  ;

  grid-gap: 10px;

}

.grid-item{

  background-color: wheat;

  border:1px solid black;

  padding:20px;

  font-size:40px;

  text-align: center;

}

#grid-1{

  grid-area: header;

}

#grid-2{

  grid-area: menu;

}

#grid-3{

  grid-area: main;

}

#grid-4{

  grid-area: right;

}

#grid-5{

  grid-area: footer;

}

**To prepare a chessboard**

<!DOCTYPE html>

<html lang="en">

  <head>

    <meta charset="UTF-8" />

    <meta name="viewport" content="width=device-width, initial-scale=1.0" />

    <meta http-equiv="X-UA-Compatible" content="ie=edge" />

    <title>HTML Tutorial Step 1</title>

    <link rel="stylesheet" href="styles.css" />

  </head>

  <body>

    <div board" class="board">

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

      <div class="piece-square dark-square"></div>

      <div class="piece-square light-square"></div>

    </div>

  </body>

</html>

**Styles.css**

.board {

  height: 400px;

  width: 400px;

  display: block;

  border: 15px solid black;

}

.piece-square {

  width: 50px;

  height: 50px;

  box-sizing: border-box;

  position: relative;

  display: flex;

  justify-content: center;

  align-items: center;

  float: left;

}

.light-square {

  background: blue;

}

.dark-square {

  background: red;

}